![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/4QBsRXhpZgAASUkqAAgAAAADADEBAgAHAAAAMgAAABICAwACAAAAAgACAGmHBAABAAAAOgAAAAAAAABHb29nbGUAAAMAAJAHAAQAAAAwMjIwAqAEAAEAAAADAwAAA6AEAAEAAAADAwAAAAAAAP/bAIQABwcHBwgHCAkJCAwMCwwMERAODhARGhIUEhQSGicYHRgYHRgnIyoiICIqIz4xKysxPkg8OTxIV05OV21obY+PwAEHBwcHCAcICQkIDAwLDAwREA4OEBEaEhQSFBIaJxgdGBgdGCcjKiIgIiojPjErKzE+SDw5PEhXTk5XbWhtj4/A/8IAEQgDAwMDAwEiAAIRAQMRAf/EABwAAQABBQEBAAAAAAAAAAAAAAAHAQQFBggDAv/aAAgBAQAAAADpAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAApidY13C4qysvF93V/ksxn9l2H0AAAAAAAAAAAAUa7oOk6hhwABdbbuO+bp61AAAAAAAAAAA+dajCOddAAACl/IEm757gAAAAAAAAAHhGkS6aAKfXtb3WXsca+/OoBl5TlzMAAAAAAAAABbxLDmGABk+jI7iX0lKKvlfzdqkW3t5hgPaUJpz4AAAAAAAAKfMXwdhQoqA6L0CM0lRqJmkjlm3lPQMWA9pZm3JAAAAAAAADU+ftOCmxZ+mgAOgtSipJUaiSJA0mLZIjczG+xxYhkZ1lb6AAAAAAAB4QrC3mDdbTVdr1QBPeBiJJUal5t9tOfM+5aAbzNnNmNA3zoXOgAAAAAADA84acAlu9iaz86gTT7QgkyMzcsHieltbijCHQ2pRLVl/DHi/6GkioAAAAAAKaHzfjhmpPjzWWQnDP5PAc/Y0GeneI/imlL2TIlru89cnGY6e5Zx599SwJqQrMs5+oAAAAAApEsAeZ9Sp5RdsutCnpOOrxmBW+s/gZD2xNZnhcmPMwGNlnnmb5vscJD6QuwAAAAAHzCcHjLbpiZ75jxg3DXbGQdYwoAABm+kID1ASbskG/cv6FrY3HpvJAAAAAA+YJhkMht2gzfluehdTPH2JwoKfX3WqlPn5pUK7ngMUJ11LTJCjewBtXUOTAAAAAFIRhAC/sLnpuI43Hp5h7evp6fQFHx5+Xj8VAdPxvjI7pV6/dubd1DfgAAAAESc+ABt/QPPeq/Ip73HsqAAPLwt6BfdJwHrNRfzfBNub105cAAAAAaDzF8GZw9AJojbAFbm5+qVAAAU8LX4LulqGS6L12NNU8iVuh6gAAABgeUMcJDmKN43xNT7edaXN39UqAAAClvaUAyvRWtQP8yTHXmdBy2AAAAPLlXUA+pn9ZC1KNcBhaVfd76gAAAA+bS2qXtz0ZqEfXmt7xGfie/VW2VAAAAQZCgEgalsGwydA2rKXV3UAAAABTxsqL3oDAwjsOY0W9sg2XrC5AAAA1LlH4A9Jch/3zWvF97VAAAAAD4sPhc7Tpl/YVHr5E0TsAAAD45T1Av7AUkjUsNRW+9agAAAAAfNh5rqQPHTMcJTi/4enWW0AAACkU88GZkPSNaGbz2jK3/qAAAAAAKWHkyNzhTNzfsEIaIbz1JUAAAtOQ8Qbhp9Nt3zQtU9vEyHpUAAAAAAUY74Pr7lmWI8hfa9YsDpyQgAACGYHE+R1IG2aLuXM3ypf+4AAAAAAD5x3y3KbreD9t1uXoh0427q37AAAtuQcQN0ljSot8t11HwXN4AAAHt4gAADxsFZYinNybj72G/MdOSDUAAKRTzwAzeJ2zTn3kagAyXvhn18rq1fW0aqurV9/C6yuAAAtLV75vo+DdAA3rqOoAAU5Q1F9fFRtkiwj8UyPqAMnIe1Rxo2UvcZY71rWKXe1aUzGe0n3yd1reZlj4jvVQAxvwlbHR0Ar1zsgAAapyYb7pPgAubuoDa5X3+NIS9d91PAJX1LVTJ7ToZuOfi5eb5gNXkOdcPFEd+QDxx9cjsOmlLu2oTJPQAAQJDhPe86RoOj+F5Zq5L6A2Oat68ILjPedoiLzSBs0MjL7VHwm/RtJN52mIs10XncJDUc0AsPEpf2MryfoUR2TMdh/YAB88gYIyM02G2Z3So50Zc3gLiZZW9fHnrQph8YkMp0rzDaDObTHQv+meZbFTZphgn76R2OunwNgAeWPe03aBpXT8Aa/uulHVO6gAGq8lh9yjq2OlGJccyX2GxdB7FWnP8cTlj4cqT1hoeDYNpjYJt+4PGzzpzv8AfTOZW0HRiFLDybzo331nyXn5IhYmaeAACF4JNry15e71o8bYx73wb10Fd1RFCkx7Dz2M71Jynig2LaozDPdRcq4kb/L/ADXsPS/vSkVwf8DxsG66zIUmcw5rDDa+sqgAU5kj1c9RW2k2dpb6Xhl/7CQOg/WrV+Y93nXluyE37FzcDZtri4HTujQ2E8+/P8wTRWiN4B+Ri6fUxbdEWlA+uzb8AD541xrKY7Ztp+tXxOL+a5OpuPSFwpTmfX+pYRjkevWUOxUDatpiwEwShyhQX/VEFaH1Hnvt8RVBosrcAHT0gAAYLj4UrSuz73Dr2vqsr0/k/pTQudJv3Tl2g3XpLl3WgbVtMWA27prmLVAl+UOV9+6C+lEARseFiAz+AJymwACO+ZQC+sV5cnQ8gqvnmvAdWQZGQTVKnIfyDbdsiYHv15DkPhf9YwjGHVuZGP5axb5xdcqzmw7DsOd5S80mdJAAQzA4UVDIercelvoYPlOXpg5LtA6ZczAbftcSgp1LiucAdB7HyzMsyCkWwSY349+s8Zr2va9iMRiW29YgAQBEBfzNuPjH0R/BlKui99qIkhHqTEc5B9dexzAwG37XEoHQm5ckgkfoDl326dqLflDGrDxbNrNKqVMn2VUAHNMbq9A6/hrnaMdCz6ybJdZelRzrqvWMKRIGY6vhmHgNv2uJQJslvkaxDMdXwjFPXV3UpBUWLO2ACva/sADlrRmx2eIEgaD8+mRSJ0LSpTlLYejOcNGDbumoGjADb9riUCWZv5a1wHXWjc/dNbdUaBzqtrMHrk8Z5HZGWAByfqLaMbiRuenfPtfppmAPPj6Upy5Y14N96L56jwDb9riUCTZ75p00HUHxzFP8k1GH5OW9kpU+9s3CIDrvYwAck6u++i9F1vx2HNQ0975PkmillyHMsyclYwJF6D5z0MDb9riUCRug+cdEB0pmeUpylX6Hnx3TwsW5Yn4+fP52fRzrfZwAck6ubDOmz/GgwbbPe+T9JYY/kaZpi5JxoSN0HzjogG37XEoEjdBc5aIDpPO8nzfLNR88eefhYpiloIyhA602oAHJmqBdfHgPa/TlK4W/H0vTXyhhQkLobnTQgNv2uJQJH6B5v0cHTN7yzPEoVFnyE8LFn9f9K+tds0k652UAHKulgB65BKs6BTkbeOgeZNSDd+kefo4A2/a4lAlCeOZdRB1dgOcOjN8qNT5iW1mD22vbIiOws4ADmKPgXm630Y0+8k2np+opzJ4dRQFGgbN1DB0UgbftcSgTBM/KmDC567iaFOrsz9CIYUWlqC4ydhZnaN6ADnaKlJKuIy87rfNLxrKVdW5uog6Kuto8gkLzruI4UA2/a4lAnST+QfINx6X5z1jrNUcx6ksrcALntRUAIOhIkuN/OpuOnMl9pZm76Gj83T9uHKIOstT55A2/a4lA6Qy3LFQmaV+S5Cn4U1XmEx3mA+/hsPXtKgBFfOpt+oC/3qNl97rnqfMjx5RzvSvMmph0RsHK4G37XEoHWekQGFeqtLgjpDeR8846MYplrayLredWwrfuoAANR5PJKwWs324Szz5hFzeG/dE/RSGYd6bwMBBK038i2gNq2uKgZTrOBIzDeOi+XHUvoojrnw8sekWT9RsN02jD8yEwT8ABbcXeb3n3eK2UHx+feSE4yt9KY7lXZOkeWsEM71VzfpANq2iLQSD0Hyhig6X16CZ/kmr5wPMliWlq3j32vcIg0zLYE6LlMACnJ2pjMXWC8gyPoffQ+/CJoQnXKc7B09p0JA2naosBO+d5rCQ5s5d2Dpn6VxXNOAqY34DLSDFftbHXWyAAUgCIQAXV2PboLf8A6eXNmrdLxPHAk6X+UgbHtUZB99ZwbHYyfTvP2s9PbE+cPzlro88cBdSto2sMp2P9gAUjvmYAH1kw+5qlqrEcx16MgHWz36r5+04Nj2mMw3ucOWPM9ejoxjqfpJq1TnnEBZ2wDYcF5pM6RqAAtuM7YAF97g32d8pTV+brqe4IwZJu8c9BndpjkOj4zjw+580WOpmmKnnFEM+IUxlAAdFymAAU5mjsAJIkyAAL+ZZP9NW5z+Jpi3WVekYT1kZnao8G3S5zqXM2RzqE0y9XUYQ1QCRbCNaAD27IyAAAjHm8BTcp33VztoADPy9IuJ561iSbaP2Vm/n35MrtWgHr0DBWObFvEaec7yLq0Qx/SoLzqjJ6bBGl1ASH01UAAWvHePBn5ykv6MBy54AGWkuRo1ie62fBYbYNwi8v9q0YlXRsHd7Jaa3uU361GengCa5dEZwXggOlZIqAAKQDEAyE0S/7VFIfhcAG1ZzUsNcXOOyd5gHttWnthxthc++Putu9tJtwA2fpv3FPCIIWsRmOwPYAAGvci/HtLc15GoKefNWoAAAoqZbEqKgAAuOndi+lFaMbCMTeacpsAAApzbiuh9gVeOBzdyMNzFjAAAAAAACe5NVYhlyjXIF0zr/JAAANZ516t+qrfljUM71Xlimnc3+AAAAAAAEtTb9ETc+p/lwUhe1nKoAACnOm8SoaPyydCSzVRH/PfmAAAAAAEjz/APVVOTdUbL1xUxfK/VmQAAAGG5d6sv2I5CtfrqrcgpHcAeQAAAAABI8+ewpztFaTuj6qc87VLf0AAAKQ7gOga01OOt23uo8PZo/PdmAAAAABLE3fVQtYmSvd1aVA/VHqAAADx5ZnLealKj5haR9ia9z1rwAAAAA95zk4VApWltyn0ZtQAAAFNb5r6nyQCO+Zp/lj1WsIRjQAAAADZZ92ZbxnGCc9wqCnPOfmeoAAACkVRz0z9hTRuXejZO8bDKVaVBuvAAAAC6l6WvWuE1SQ/Pn6K+udkBF0XdP/AGAAAAKc9ZOcqnzqPKs/S35cnSxeyX708oyiLDAAAA9pLmLKfTC843/S31Tlbb58FNQ536jyoAAAAPDmGUJVNe5eliaWL5E7M03WZaVeUeRfp4AADMSVKOVK0pjOS5VnNHWjz8MBzL0dtVQAAAAUx3L82SLWmuX+T07ceXZT3DPW8FSPvFaMJHukanbgArsO6b/uH2rTQNhz1aavyd0VKEYbLtRiOX5532oAAAACmH5knGQ6GsRXPWiQL1rXCce9VbnUoeOua1hMTZeD7vcjmdi2i+qCkZc+dM7wR7zN0Rse4VYjmGa5JqAAAAAKYfmSZ5L+nxHe4xvEvW7ne16SVPl9KArQFaWenavKWTanokKzxLFUFSNt5guZ5skmoAAAAAKYvmiRpk+qNH1SSszh+O+uNkqLGHpvUFaFXzWtIxgrr7m+76LpZRv4QfJs25K0u6tR5znrf6gAAAAAKWvOtz0HcqFOe8d0sqfMAaj1ex8CZWdEIZSUL1B0vZN4cW9V6Dn5L+qQTOmu85TxvNVIwhbo3a6gAAAAAB8wvHHRWzVU16BJj3n4xWYRn78/djVpCEQ9k4Lkmf5X+nKG1dCvnm2kixJLEpockr4zVarWBcD0ZlagAAAAAAU0nn6VZe9aGsa5H85ZjU9A2Hmvt6vzEkVzvrsTzbI1bOJIU6s2WkcQH2FFsU9VY/QpH9qmmc+yTNH3UAAAAAAApYQZqs+7hQpg87p+gTd88Rdo39Imstd3GFuit3aBjNAxvUa34t6x0LY5EoqY2DtT6D2wAAAAAAACjTYFz83bAUr5axs+n8s9X7Z8xJv/ACB2PyH1Xs/zEsouOOk9/sYR3Hf7uotojimW5c+6gAAAAAAAFKRlDG1zLstShiMHuWvxjMURyZx32HnrKC5s8ovuJOylFStjE8VyJMuQqAAAAAAAABTzjaILuWJC96lFfmpZYy32iwu/QKlKapFOiyZL2SVAAAAAAAAAKGoxTo+4yJvd5UorQqClaPjUY9j7KylI/uAAAAAAAAAAKPLRY90m73Dbdo2D3rSqiqnzhtZ1TUdc2ffpEyioAAAAAAAAAAChiNM1TWsH5XeQu/d8WtjjqZbYtq2/aPpUAAAAAAAAAAABT6+RZY208fj2ur/JfVVFQAAAAAAAAAAAAAUKqVAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAP/xAAaAQEAAgMBAAAAAAAAAAAAAAAABAUBAgMG/9oACAECEAAAAAAAAAAAAAAAAAAAAAAAAwM4zhkAAAAAGHWX37775058eEXgyAAAABjpPnyTGu2nTGThAgccgAAAGN7Sx2ZNae5iy4GJHbZiBVccgAAAxPt+mYuJYpbqNJiwJ8rhFsWtVWAAABtcWGvCTVZkyyosMd4uvGzq5kiFK3iUnLIAAHS9k8a2z66IFkNN8a7culPdKi04yeVDHyAAHS/7uOsG2xGkbb7bs6400xz64pp8nLSgj5AANr+TpuVkzvnt12AY5cddIs1C42XPz/IAAu56q1mSc579sgAxzj4xCh2ekqN5/AAE+7OfDhP6ydsgAGsbnXTc7s1dSADf0e3CShy+krIAAMR+EWXrWWHXz0cAYt7SJiFMmby8gAAMRucGFKzYQ6DIBv6TfnFk6SJe4aNs4xruY06MmIfCKk98eejgFlccO6NIkdzEGsndZMKfjl3r58bnXTrLY5RoM5pvX0mQMeik02sif1mZxF8/yv8AlaVcuXH5TYca0rlPx9BPyic4mmk3bzOAOvpNeEPvNk98VPn9/Rw73lQ+izH4zsedv+lTtSxLm/zziR4FljvQRAJ93CidZMqbmm8+9JXej3p+tmjcpyqxbY85Z+Z1tvRIfDjLyq6kC3szTlLlwfKpdn1tXlvSdUbjPcPPeoRKbNVj0VvG4c+Mazi0IF7NjRJvftI8lEehqfVb6+T9cRuM9r5L1u2PK3PmM9PY6Ravv37aeaA9F1hduM+Rp5E9NT+qR/N+sI3GeeS9P2efmed1emnRTXOPMYDHptocnhLlwPNs+lrvRodH6gjcZ55X0EpT61HBeXMTlnTSR5nUHpesSHOkya/zjPpIPoUKl9ORuM88p6GUp9KuMu7qJWc8zJHmtAej7sR5Enj5Nj09V6dF896sjcZ55T0chQyfP6PRWUU446+YwC+mQZvLMvt5Dg9FT+s208p64jcZ55D1uzytz5fOfY5jDGnmMgubGJ3iSZMuq84sJFjPeT9TujcZ7n5b1rh56XSYur+PDibxbXh58Cwuo1fKnprzlVn01Z6Pahnz0bjPV8K9xQT/ADekz1O0TjwjTu1bTgd/Rgk9dfPVMq70to9Tfo/Gc8/cSIESFWzvTddIhiLLooQGPS9hiNbbKmhmWubKiuOvDhO41F5EiRaq6ud8VvTI181oAtbUh1UX0tocqmJa794Fty5Saqyjc63e57ZQ/JyLeWQ6DIDt6LlUQmevrexhF75YzptlmLJ2ya+Vh4zMt+9DDAMWtXjvNrE70+4AADHn6feyrdM29QAHXrFtbTzOmLX0eQAAYpKLMy+oYfXrFADE+E6cc76WHo+mQADWgpx34rCuyABYV2cb39Dp39DYAAInnofWzj17E6LoAA6SYOb+ksYfHnYXM7YDCJT1aVYUl3SpKMAAO/SHt333hWtTjvPmSOjThDgxXaXXWe0DjI6RAAAxI7QdpWJcSK68mAzN2j8rbFPIjytoeQAAY7S4Gubqkzte0EzrtEj29Pa6K2VtFxN5xgAABmfHjZk8JFnRd7LpUc7iv4W/Kp307S4fMAAAGJEiLxbTYfaX3p+8e3p5EZ1l8omQAAADErtpF0G2GDaV05xMZAAAABjeT0w11bs51i88gAAAAAwbbNdTIAAAAAAAAAAAAAAAAAAAAAAAAAAAf//EABoBAQACAwEAAAAAAAAAAAAAAAACAwEEBQb/2gAIAQMQAAAAAAAAAAAAAAAAAAAAAAADGcZYMgAAAAAMSnOWRiMIwyAAAAAZstkyxnGRjFVWAAAABiV1kgUXwnDEpGK6MAAAAYuukjiYovjKNc5xhaxTSAAADYtxiVWJzKbEoxxbVOUJZhrYAAAZ2ZxrsyxGwwDGarlNuJR1oZAADO1JFXdiM4amlrV4s2NzdniWKpyyjrRAADanjJVNr8blU4yMLel29xCxXi2OrgAA2LVWJWK+BxogAz0/RbCELMSjqgALb8o4xPT8vq5AAYu9N0q5pFOvkAM7UoTxGWh5WsAAGfTdaM8VWZ1YgDGxdBCc9LyMABjIA9V1K4TThq5AG3LEJIeP1hieIspREoMlnsNiKUmrAAuvjJGXm+KY3N/Tpq2dSVlO3qX2b2poYy6HrI2MZq1wGNudOJT1/Gxxs9ufFs5/Q19eyzX2L+fvOrbxdHOPWdOGMTzpgJbWMQlPznFx0+5DgbXIn2eHmy7Vx3eLDox7G1yOM3/XYrsS1qwLNmEMzx4mnq9x5/e4WOnVorbtR0M87Hd5/op8nhy9pfiZTQBfcYxpeQ2vSy0ufVoPRcCC27UWd3zzY6jq44HO9J2cRxZDWA2bIQslw/Oel3XB6PnMZ9J5otu1GPTeaY9JyfSKfLdX01eZSjqAbWYyjPzfL9Xl5rq+eWeg82W3ah6Tz9bs6vdtecevywaYMbiMoz8vR6NDz2/w2x2fPFt2oei4lDpy6W04ul7PBiWmBtyhCc/K1eiQ8/u8Rs9fz5bdqHouJQ6U+ltONoe0rwszqYBtTxmOfNc/1KPnOp59d3POlt2oej4NTr09q55+v2GUWdMDZnCeHD4Hp9l57qebZ9J5ovs1D0vm8PRcn0ma/LdH1GRHTyDYthKEuf5Po9/POo0dR6PzuF1uol6Hzizua3axx+P6HtxRtjqgW7EISsq8TX3epjznR4Oexpai27Ubm1ycdrT71un5yPstvEZypoAltg8tync6mrx5867p8ZZdqu1y6NzZ2+jo8CG37LLEZ61YDbkHO8kx0e3q8yOl2OXCd2tZ0uRs7Ox1OPymPSdrIxqYAXXldNfntBizpbPNhVuc6dlHR0bp7+OXTls+mtusK9XICW1iisp8xWF9JnEsYYvpjkel3MZsvlrVgC+hKyloedADGQB2evK2rDY1wAlmF9upjHM4QAAGOt282bGvXmUAAxdUlDMM6HBhkAAdrrMpQzdRkAC2nKOjuyo4WmABjZ7u3DXnslteAAGZ140dyiyctDk6mMgw2up0s1UbujvJoAACUq4wji/V28UaepRWndtbuyhVs6uL7J5qyAAMWZqxVmq25CeAZojbLVztV2zzWAAAzZVhp7jGlv0Rxbbp7ernN8I2ytjXkAAAWxrVzr192vXjty1L56s9nGZ2VYAAABic4QKbI1Q24T1duuzObMVgAAADFksQjljGQzOWKwAAAAGMzkYYSMQwAAAAAAwzkwxkAAAAAAAAAAAAAAAAAAAAAAAAAAAP/8QAPhAAAQQBAgQFAgQEBAYCAwEAAwECBAUGBxEAEBIgExQhMDEVIjJAQVAjMzU2JEJRYRYXNFRVYIGQQ1JTcf/aAAgBAQABDAD/AOm3fiZd1EL0lWMYKytScRjenn1K6TrDSs3QFfLIptZjL6ApWpwTWDIF9GRYTeDarZWT4khZwupWXqq7WvH/ADCyz/zD+P8AmHln/mH8M1Hy5qbJbrwLVDK2bbzhv4Zq7kyfiZEJwDWWwb/Pqgv4j6zQH/z6g7OIuquJn/GQ4OIeXY3M2QNxFVWEY9qOa5FT/wBMtMrx+q3SXZgY+x1gqQ7pBgHkLP1XyOR6AQEVJ2R3c/fzNrJInu7c4lhNhO3jTDAWBqVlMPZPPodtfrJ8NsKris1FxWw2RJ6AeIwjMa8ZGvZ/6JvxcZdQUyKkyeNpLbWNfVlXXcWuY39pukmzL0bfltuUC1sa5/XDmmAtVq3dxtmTQimMqNS8ZslRjzrDIMoysa8b2ub+/nOIAnEKVrGXmqtJX9QoTVnGutQchtUcxZaxg7qvr7bWueuzWqqthynIqtjFcipxDgy5pfCixiGI3Eciem6VEnizpLOqUSTYrgryGEpVXoE53C+1VZDb1D+qDPKHij1fRdh28LiqvKq3D40GaIzf3uRIBHE8pitGO/1agRVcGpD5olzklvdkV86a96e5V3c+qcR0MzRuxawkWVHBlyFRxdSL62r7UAIk0oQqqqqqqqvAJJ47+sBnifUWM4+A3L3SyvM8j3ru57nLyrbewqyOJClPCuIy42UVZC2VfGKfUPEYddHBOgR0EPiurJdmfwIrGvJLxu7hoqnq5LWqioqoqKnfGlSYpWmjneIlBqzPjq0VqLzQqTIqi7CpIMxhF/d1ciIqquyZLqfVVfWCvRJsm7yS2vDeJOlOenvbcaeua7Fq9E41XaqWsF36csX+/C8lZ24lZjx/FIss/oOzgBsoEiIX1HNiGhSjxjN6S8VlhMqsAPJZIe0tlfWVo0bZh0L7MeTIimYaOZ4iY3q1IF0AuRqYddaQLSM2TClDML90yPLajHg7yjdRsmzy3vlcNSLHid0DF5smOkuQUMOJWYrj8k4mDywTi6l1Cw7lJLGbC9jTV6uxoKcatMRJdW/9eWFffjOWMX47M3TyVFjVaibLgF39UpBMe7c+qVIgZQLMbPs4zDaDjGM1yfP+/OomRGKsaTVslMuNK5I+p9bLQqT6udWl8OZFIF3bVXNjUSEkQpTwvxbVCuskZGs+mJJRUVN0X0/cCkGIbyEejGZZqowfXEpPVTyDSSvKcriE7sAx8Vxaq87d4+cTZMnIJzCqvRw7JGTaAtZY+IQvsaXOVceJxq430p3c9Pv6RlfZWRFm2EONxqXLQ+RPF+mA3f0q7G0jtgX1UO3q5UJ+28aCUtiGE5qtJqbKQl80Dfw89Oajz94w727iyG1ZU1MuYvy67tHgMB80rxd+Kah2dH0AMqyoNJf1t3FSTBkI9v7dd39ZRxFkzj9CZZnNjkL1HuoIXYiKu6oir2aSyWI+0jL6Ez7CpM+R9SgD8Qhqa1AqoWuks4IEovR43N9nSeWiwbCL+uq0VSVcKQnxywxPJ4xk80noPnp5E8zksRVT0yGX5y5sTou6Jxh139YpY5nP3POxjpzmvmsH/AyiX5y9sz77pz08p/p9EIj27F1VuNyRKxjvTbnUQ66apASJjox7Son1R1BMA4b+yrtp1TKZJhSXBLiGocC/RkaUrY079szDOYGOiUTdjzbe5nW8t8qadxSdlNj0y06iIrAxaGVgdeMkBkxhiZbjZKKd0tVXxeVRayqmcKZGdsSt1KoZQ2+YK+KUOU0BtlZcReAyoctqoKQIzbfC6OzE5HQmBLdVEiosDwjru7uxjIC0NkyU1qvGk2jyysNGHKa9ljpvfxSuQAWShRsAtGbFsygr42T5BCfCj01SipA5V9ZMsSOFECpX4NTWVQy6nyYRAkVVXflp7erW3IwPfsCwktiQpUlURUcqucqqqqvLHKp1tbRIaJ9pCBjAc9yowVzZEs7KXNf88wieYoxMTd0qngS69kKWFpQzsbjSULJopSzAKnY1XNVFaqouF6mqnRBui7ox7XtR7XIrf2nOdRRVKEr6xyEmnOU5SGMVzyc2DeR7WMYrnYtpwplSRbLsmpdVMirEIJ21bwDJifQ5FTKAkgfaIpBPR4yOY/TvKT2ojQphFefVdGfVoSp+PvRVRUVFVFbb2bURG2ElEKYpndRCue7si3VpDVFj2BxcWN5NsRoyUgXu4RVaqKiqi2eVMsMEKZSoknnpVT9Apdm9vrqVceSpkisdsXbswqF5zI61n6ZXO8jQ2R/1jyTxitKArxEc95SK97lV9lTz6xWJKArW9mFagSKVWQ5vUaBDmRpsYciMVpRfsyrxn2ovgeLV1BfvVVVVVVVV50VHLu5qRIysR106FhzWwa5EJZ4VlRKizVJJVWNYwI1nCNFOiODdVEmnsDwjpu7swuJX2UmXWSxtR9nWSqyYWJKErCcachUE6Vamf4UPJrp91anlqitZ+VgY7OsRjdDcEz6iuHWV0WGP4z24Szvj9DtxdmlMLxLObKVPTVWb4NTFjJ88MY8j2sY1XOoqxmP0sh+RnRItjVVRRGlVNgjx9mH5pMx0/QqqSFW2cK0iClwzNKH9kXjUHUFHIWpqjfZ209maqsI80P4tQxMPMhW8dd43Gm+T+ci/TJBNz53jP1mv8YDN5a7ou3ZAmkgzY0oa/fmF7jD3RQWVcc7XzcMA7rBVT5K22QTLNrAqjAxe9GPX4RV4QJF+G8IAn/68JHIv6JwsYnCxyInxwoSJ/l4Ub0+Wrwqbcfr3Nc5jkc1VR1RqFe13SwhklCtFqS7HgqcbuzS2EgaU8hU9dU5vjXEaMnxS0VhdSUBDCruHyaLCWKKMjZ1vZ2s20kukTDuITuxDL5eOS+pNyRK20h2kMMyIVCC/Y9RM98DxaisL9/etrLdWpXOKjo3EKYeDKDJjvVpcfugXVcGWFfXUbGPISvqUdm0fn/twWQcyDQhnvTsRFVdkRV4bHev6InDYqJ8u4QA0/wAvCNanwiJ7Koi/pwoWL8sThYzF/VU4dGenwqcOG9vy32sVheSoawH6ysWNd3dnaWJvK1t1mYI0ZazHh+WiqqqqqqqvZGA+QcYWq1HTIciDILGkDVheeG5fJxyZv6khwJsWxjBlRitIL9h1Fzn6SN9ZXlTzirv6qvt4Tky0diiFcvlJ0KNZQjRjIjwzMJuI044HBRoCsRj3tR7Xpy25bKq7IirwyO93zsnDY7E2Vd142RE2RERPyLgsd8pw6Kv+VeHMc1dnJ3VUNZ1jDipxd39dRRfFkl24yTLbC+KviO8KN21VVLtZg4sQSuJd4IKwqIofHV0+XEkQ5BY8gThl54JmZKCUgDqroATCOIZRPa5n5/OswHjsDoCqOnGMU5SFMRzyc4mO2s2C6bFiOMF7HscrXIrXdyIqqiIirxT5U/HceCK2RVlX+UWd6XeSXYXNEcq7IiqrIyr6uXbhrGM/CiJ+XVEVNlRFR8Zi7q1VTh43s+UXsrp56+WGXHVqFn2EuwkkkyzuKXtp6ebcTRxIo+p+OY3BoYvhATqJmubsqGuhwnI+bHkhyMLYk06MspMY8U5AHG4Zeem2a+SKypnl2i/nshvYlFWGmyV9Li2lW888yU9XF7NNLxYVqsIj/wCDaUFVat2mQhkW30q/E+sm8WlDa1TtpkIgk7BEeN7CMcrXlKQz3EIRz38k4HGcuyuXhrWsTZqJ+b+U2XgkZq+rV24cxzF2cnsUdJNuprI0Znrj2OwqKGgI6dT84zVadFhRE3mEI8j3Pe5XPReIEB+aVBVVdrU4DRzECYbmE56a5n9UAlVNLvL/ADhisAIhSPRrM3yp+Q2SuYqpE7RkeN7HscrX2uS2rqOtv68/FNqjAPsyxjrGfGlwbGOrwGEcNxp1Rz0c8IliFt9ObyBu8DEmCh0EoqHLJR0SN2ME4nxwwLGfCbrxv+dc1rk2VEXgsdzfVvqnZArJ1g4rYkdxXUVFOu5iRorOKCghUcJI0ZPXNs5ZXISBAfvLqJwLxgqm1OqPDprcpIeksgQRb9aZspgapj1FRTmYjjhJZU3nyZJpZynORzyc4ks8OSKSAqsNiOSgyKrZJbs0/wCb1Ty1UT6JEJ7Gn9gEhJlJK9Y8qmmgtC1qCc+QawTGQvhV5UWwptU5I9h2cZCpFyOpk1pLEctvlctyuTfyl+WROYo6r6u4RERET9iKFH7qno5zXNXZUVOdbZS6yWOVFKrC4ff1lxGI8ABAlZvnbIKEgVxUWU5Vcqq5VVcVpnWdgjiOQcTM80LdFWNFVzIKLsqKiIvFlZS7OU+TKL1k7cRyU2P2Y5CbqCLIDKAI4CI8X5nMMjFjtQWSqopzmIcxDFIryd8c5Y5hHE9WkyayR9KC/rwI2TxECM8gQinaEd5djlCDAgjUNdyRFVdkRVUQEZ6u2Vf2R42vTZU4INw12X1TlBnSYEkUmKVwyzYUbII5LGuGg5nDLSaOASAwqtj8v9ub45mhGZw3IPnpTlS+tHKJ+Ze5rGq5VREzrJVv7cj2OXynOZVT4QYx5EdzBduASgzg2GPyl/hCx6cSzPAcjRvciNc5EVF5tRXKiInAgtGn+rv2ZyI5FRU4KFRr/q3lAnSYEoUqMVWFfQxMvjLYVSjjzmYOGoAs6/ltYC3ninzCGDDHGFzRFVURE4xzDbWbRTo8wXgjMEgCkEVitJyAcscwjBIrCYnkIb+mBMTZC/l9U8mWtrErQP2PzpKQtqUiqVgIwsvxKBXNqmRZU2Ldhxp4lk1Us7H9mMilPuYToyo12aZctvIKCJsyHyaiuVEROBDQaf7/ALQqIqKipuhQqxf9W8qi3l1E0cuK/YmQ5BMvJrpEhyoznRY1aXheiID7McwarpekqokiVa3MCpAp5klo25csC7YS8rWPanPTvJUpbhgjP2iIu/5aVKDEjmkHejBZDcmurWVOL2ZAMlZS01e30bx+vFDhFzco0rBIGOPSaEg9n2hlJk2Gz6BUI9yGjcClHCMwxkc1nJEVVRETdRCQaf6r+1ORHIqKm6FGo3bfKc3DejGvVjkZHjnklYIAnkJjemX4JFw7gAARgtEETBCyrUQVaU0KAJSSp9jMsZDjy5Dyl09H49ySG9nWC3r31ljLhvXd3PTrI1u6RrCv3lfldW8g8tDDThf9/YaihZbjdWRCIM5dN8lYZWJGE9uN6cQa9Wnnq2VIuMhqqYaOmSmsVdWYHi7fSzKIMyqyiqkMCZCBKNwiPY78XMAulN1T7v2x7Ee1UVOHsVjlReeKEhWKPop7laKjxurpBdEQGz8gy2ro2Khy9Z8hzK1u3qjyqGPOpxZTCrJbCNDZh09yYhvCWAjOMTxGNj4XKr/FlahvY/J5ysVF7MFyBaS8AR79o6LuiKi/lJMgUYBjlejR5DcFuraXPJ24hmh6BzgkYpoY9QcYeJHrYq3i+1SIRHCqQqNDyTyTPKYryF406mFj5EFEfsKWbx5Jypzji+Hqn5iTGNFM8BWK0n5X/fgokI3b4VUVFVF5Nc5rkc1VR0/OLSRjEeRDIjDkI8j3PI9zn49jM+9k+HHZsLPa8NVjdWyK5WOpNU+gbRWsZz1tdVYaAVtdEK8xzlkmKcxFeTs05v8A6xQCYR+8j8nqte+RpRwBO2L3oiqqJxYYxd17UeeARBgjSJBUEALyPOFMbrjgI5PqnIQ1e7b9ERE2T3YFLZ2K/wCEgGLxOpH1qK2ZKAw3Jg3kcjWMVznI5rlRyKi8BhSChIdGdIeTGdb2tReM7EgsmsWp8cjwjgGMjmbi5OERrEeo3IzlEjhkO6HymBdJxS7jjQvkXGCqKiqioqL7kkf+dE5hlyADOMZFazE8fde2bIyuVgYUKLXxWAjiaIOoOUjt5Q4kV+8Xv02vPpd+ET3bA/Jf78Z5dfV8hlkau4eTBvI9rGNVzlTs24xzNbSjVo0epot7mJ5lA6bSHG3gpCFe55Hue/hPlOBD6Gont1tHaWjumHCKbiq0pkP2fYzkGh6nCsUjoaQBjyX+f2dl1Bi7xIq8VlFY2nUsaMqjNHpK7drzrYnkWRzNVidIhcVOKAjQfq94rhQ7i4LZmRVG0IOVc1HTojVTdNRmbZNL9OdPcvriOa8aHiXmJjSGltTudIr+ASjxnK8JXMUUyslbMnQ1C4+LTFAsqARk+KqKiqi7pxS5FaUpeqJJVG1eSYtlCNBaQQil2mlVcZFfXyyAdbYRfVm7nw1MLbZdvaVEVF4KNWOVP05aSlE2TaMX+ZmednsnlhQXqOH7DVc1UVFVFxS5bdUcGbvu/wDI5nc/RsenSmv2Lz07rzGnzJoxdbpUaTGM4ckBBF9iMPdetU9qjwm6uEaRgPBBTabUdf0vkoswwxiCxrGMaxuWaiArlJErFaaTNmypp3yJJ3FLW1c2zkJHhxnFIuPUGMCaa6Mk2bdZPYWyIJytBE5YPhYkEy4tWo0OYZMS+nqrVVInOjRVuKxET11NYqZG5V7MKyhaWb4R3KsLOsLZHRbSsGnleUGfMrztPFkPCWNa49k2wrgLYVhkGG2lIriPZ40XjFtQpdb0RZ6ukRIM+JYRxyIpmFFcYhRXCOWREa0t1pfYxesteRJQzgNHK4RhPGT2DD62r/ryprU9TOFLCiOXJr2in10CNW1axndga6ednWGEYjXsexytcitdz0euNizqp7vT8jrDbdRoFWxfTnpjHjColeMjHllQ4ssaikxxmZZ6aUcvd0fxIj7PTO8ibujqOWyVEkxCKKQAgX8LXSkr0nqNEj8morlRE4Y1GNRE9ihxK2u3IoA9AKDAKaoRhSM81J+OClGEbyEcjWZjn5Jqlg1hFHF4xbA5twjJMnePCvcrrMcA6qx8I0Kc5TleUpHPJywDE0tpPnZQ/wDB6m5H4ImU8d/r2Y5/XajjVFFTIB9umuQpPhPqZTuomc4qtLMQ8dq+S54tnEiqRsSYiyYF7gcC3Allj5WbHAWOV4jDcwmO5NPoZKEA7qFQZBBvIjZEUnK4x+quBeHNjNfxkGmlhC6zVyrKA5rmOVrkVru+QPpdv2JxHqbGSAkgMIzwcad4jFlgW0mhQqWt3V0wWvmSWiSfe4dlTkiG6wns66TWTTw5CbE5Y3bLUXMGanw1zXNRUVFT31XZF4yq0+q3thMR27OdTcz6iUkmGZWPrMkZkwESFPdAtHZ/ZU8ryl5U7PrMyoLLZobBjCSokaWJRyADMOy01oZe7gISK/OBhrErqOO/rZyis+Xr3xIUmacYIwHFLjWmcaN0SLfYxRiGJjWMajWrwUrBDeQjkazM82LcPdEiPcyAiKuyIiquHaetYgp1wLjOM6/HWVRtm86OpPcWIIQfl6wMbo3K1OmNPnHnyzyzuVxezFNlyCp41W/r0btqbI9XPjzQL98kEDI6ToX7o9pXHrJ0iGdNic8YymZQSNxqpI9rSUmaVo5kYiNNa1U2plkiSxdBKa5mU8xkqKTZ+OZFCv4TTgd0v424yLDKm9aryM8KTf4tZURdpItxdxWdbFTnFQCyApIV6Bx+vwxlWW1FC3Dk2dTrfxI0dFjQeMXipEoasXGW2ZLK8nGc7dqcZg1x4WO2BEVC88AtPqeLwHq7cnv5lZ/S8bspKLs/tEUgXsIMjmPqsrrMgitq8iYiOybDZ9E5SIimh1mSXNXskSwKxuJagyrOaOFNiD3urB1lZzZjuSIqqicNb0NRE7sbxWwvj7Bb0Ax/G6yijqOILd/JV23VV9M9zFbErq6EVfJom67IiquD4KyAwdjZDRZOoOaKPxKmAXZezTXH/IVq2BmbH1Vudmxaoa92IMV+RVKcartRLqI/u0ru/HhSasj/AF1Ox7zUJloFiqXsxTKJFBM6/V8a2qarK6oa9bVbc002nmPiyh9L6K8l0s4cqM/iluItxBFMjP3ZykRgSQvCcTSDyzTskRCTKpqkB3HZ0vVU5yJD24DEYP0TgInmKMTE3cxrIwGtRdmEIpHvevzjWMzb6W0YmOaDPK6kfDiCfcDjrz0cs9n2Va5fyGsVj4UCugIvZXYLf2EYMkEVvhC0uyF/ySKzgelFr/nsIycM0kJ/nuWpxj+OyqqM6Ie085FyrTdW9cuobxAsD1izmNDsTblGZu/fuw/CD3TmypXUKDDhxoUcceOJoxc9RssWKJ1TEJsXjTzDUG0dvPF92eZYlLDSLFennXKrlVVVVXni9MtzcRYuyqNfDAH9GMvrR1razZjl9O3DP7kqeNWP6vC7sVtlqbuFKV2wzBEcJAkYjx39S+otJUJ/x2YDla1UpIUp/wDg8nxuLkFe4T0Rp58GTAlGiyRqwuHZOShn7vVViBMMwmFG9HM55lgArBCTqxiMlEGQT3DIxzX9khnUxVROeKKOzg2FCUiMfKqrCLIdGNCKwuDYRPWcCxngcEWWz2QKGxOq7LwPJLkcBkAU54oyqqqq/K88CsfIZNWE32b73pxqpP8ANZMUSL9vKDEJNlx4o/V8KVWDRkGPLA59rdOrU6nVU07C6rQGrslXJ4dq2z/LSqvD9WpX+SpEnDtV7X/LXxk4v70t3MSUaMET+UdvSxFX57MJwp9u9s2YxWwQhYFjBsY1rOeU5AKiqyyV2UsiQWSYhykV5MCxX6vMWXJZvDuLSNT1p5hvRlpZSLOaeXIf1E7NLKfwK89kRv35/afT8clbLsTuwhnXk1WnGrLUSygO/Xuwu0+p49AKq7v1Wp+sMSzYnr26cZP9RhLXSX7yM/xRLeEs2MPeZ/txpnkyuT6NKf25thIbgJJkNiNnEG8T3Me1Wv5rsvpw9Fa5U5DI8b2vY5Wvx3U4CiYC3arCFzrGRj61tGO4zPMn372BAxRw+4ZHjex7FVrquY2dAiS2p6e6q7Iq8Xc3z9rYS/05Ulp9JsBTUAhXOI9z1I56q+szjIa3ZGTlKNM5x+2RGXdE1XLhmMXO7qW7RhLPA8gr91WGp2UtQSzsww1VRIRGI9yNVVbw1FVyInCIibJ2YXib72X4hkVIQACjiGETGsHzVdt1VeM5yH6zbE8N+8WqrZFnOBDAm5Kmsj1cAEKO3YepOQLNn/Tgv3B2AC85hBG1XPq4Iq+BFiD/AAasWHVLgQU+O7A/7orONWv6hXd+ktj6WMBy8X1ay1qZsJflzXMcrXIqO7KmyPVz48wC7PrZ4LKFHlgduPUXG0rpqTo7NosaSWMYRwvVhMbuh3VTHmM9HcbcbctQMNSeJ9pBH/ieyS3ZyL7umc/zeKQ0Vd3e7kkxYNFZyUXZ3ei7bKi8Vma39bsg5zijlZi+diVhNfDYCTyjN3fv2UdPJubAMMCetTVxaqEGHGYjR+nr2ag3v0qkeITtj8aYUCRoT7UzNiZVctpKaTLRyeK5znOVzlVXdmndck3IgPVN2cZnO89kVkVF9O7A/wC6KvjVr/r67vwCf5PJIO67N4zqu8hkU5qJszt0svf59SV/F5VBuKyTCL8S4pock0czekmmV6sK0WCQioHs241ExVIEj6lFZtG5yU3Hv+vsY/WBsWWzXsVX89GZu8S3hqvvaoS/L4nKZ+vslspBIAIKq1AcoqbNVezAMbSorEkHHtK7dQLj6jfHYx24aKrfbWcSGziOAUcAgiajR6pW6nsQ1zHfZ26TQUZBsJqp6zpLIsORIf8AheRxHue5VV3dgDEdlNZxq5/Pqu+JJdFkgkMX7wkYUTCMXdurUD0rZ6J3VNiStsIswX4oxxSY4Tjd1D1TpkFLj2g27MEUgSjKNytfRWg7WqiTWdthBBYQzxDs6hXlQensZEI3zycnU1U50ESNMtoUaQqoJtBcPMQTKyS98XT3JpHzBQSRdJpz9vM2YR8RdK6caIp5ckqxcIxqNsrKsblZXxBgKAUcYhmC4JiiemzuWkcrw8gMH9Pd1kk9FZVxvdCmw288DoUtrgalZvG7chs0q6edM/VznOcquVVdpRU/9bZvbxKkDjRzHIuzLGaSdNkyiL9/bg0NImMVrdvXOpXlsXsn/r36ef3XWcaufz6n2MRleaxyqLxqJCSVjEp3+bu00tVm0Hl3r9+UVKW9JMiI3cioqLsqcaUWvWCdXPd69up1CkyuZZib/G5kTZ7k5Q5D40oB2rs5rmuajmqipKvqiIioezjD4lajY2D0bKeZZWrMZN0jVZX8StUrwvoEEYKMzvIllAMaxe5mQljGubAsYiPDywCT5fKql/vayn3nVYOyrqplrKZGiBV5KXTKqisa+e5ZRhUFKFqNZVRG8ScXoZLFaWpjcZDpexGPPUkXcwSBK8RBuY/kibrwibIic9PKdK6gER7djduq9h4VdBhIvrxiVYlbQV8dW7P1FsFhY1IY1dn9rGOe5rGpu6IBkeKADPjVU/RQxhfr36ef3XWcaufz6n2NMZHjYyxnFxE85WTo3z36W2CguTRFX7eMyrfp2QTwomzMEsFg5HAduqM7ThGcRBEajmXVY+rs5cN/zykpsTfnkt0+e2sayU5w/YojpGuKwyr6J7urhUJkrG82tc5Ua1FV1NFqcMphumnYM87VkTXK2FVuci6rXX6QoaIDVmc1U8arA9K3U6klORkkZYrtQ8fjT4KXUJWvfyYm70TnS1y2VnDhoi7MY1jWtaiI3t1OmKfIVD+lBB8/b18bbdETjVubuSshovdjcfzF5Vi29E41dNsyoF7Gnn911nGrn8+p9jSUyur7IPCp6cWsfy1lNAnx245M8ldV0jfZE+ONWoSNkVsxOBEcIjCMVUfBkslxI8ln4e3Vas8ObDnsT05Sk2Vi89vZa5zXI5qqigehBDenu6nEV2XWKc8MiJKySsEvxkFxIuLKRKK9VTntxp7avSYSnM5XRHtVj3NVUVeApuVvPS2F414Q6p6dq8ZRJWVfWhfnjTOKhskG/lqVJU2SnZ3afiQuUV3+nGrJN7SAP2NPP7rrONXP59T7GkZUQ9sPlmYUDklqzuRdtlReKyV5qvhyN+NUInjY2heWCylk4vWvX5T57dSIKSsZO/8AzcpSbtaveABpJmCAJxCExu9Gm7qiZsaMcPoUL2dlETxaesJv7uob0fllsqLvzwU7AZNVvd8X9Qans5MQjfTs0/huJdtmKmwHu6nudyjpuROekkdGwrQ/b+nD3I1iqq+hiKUpCL86Sg3l2ZuWYG8bIrV/dpkPqyRi8tU3b5AL2NPP7rrONXP59T7Gk79reazflqKxEymf34abxsZqXcZsHxsYtG8tLTK/HHs/Ttvo/mqexBtuvKSn2J3hMQJGlERzCV+f5FCem83x2ZvcCucPrprG9Kc8Sej8apV93O/7pt+YDPAYRRuVrxBpszpwGMFF4stKZbFVYE8ZGm0+ygXxXI9GYJk71REq38VmllmZ6OnSRAHlxq3GKJaeuRGn5Rk3Jz0rYiY8de6xcrYEtzV9eNImogbd36rxfOV1zaOVO7SpqLfn5amqq5IX2NPP7rrONXP59T7GlP8AXpHLUxETJTd+nyquJVvGSM66C3aievGkzt6ee3fuI1HMVF9Ue1WOVq/PEj+WvPHqUtnQXyR46Fkf8K5B/wCGl8Oxm/b800zj/hu9/wDDTuH0VwNdn1Utq/RrT/xkriaM8fB44DiIMnPDtlxim93Ov7pt+zGsnm0EpSh+8NNmVJbMag5bRF4eRg2q970a3ItRayvY8UFzZcmdOkz5JZMkqkLyjfjXnpau+OP7rT+nTeWkX/T2/C/HF36W9l3aU/1+Ry1N/uUvsaef3XWcaufz6n2NKf69J5am/wByl79PP7SreMgcjaO0cvxxpMzassX9zvheDORxSORd04kfy156Sfybbu1X/pUHswtnRi9Onu58xWZXbp2/7cBnzQJsGWYfB5cmR6mOQnbG9CJz0oMjqWcH9exeJI0KEo1+PhVTjSIvrcC5ZONR39si92ljlTIScfrxqezbI1X2NPP7rrONXP59T7GlLV+uSnctSno7JpCd+CC8PFatvGWl8LHLZ3LSke1DKf3TzpHhyTc5K/w+cKzHHoLOGhXNNw0j2Js17m8eOb/+r+GzZbE2bKK1PqE7/uzcTySCYTXvMVz+zEEVMZpvd1IZ0Zda+4Bdipz0llo2XZRV7l+F4t4/lrOeD440qkdF3JF+nGfg8HJ7FE+O3TYiMyeKnLVVm17Gft6d+nn911nGrn8+p9jSYe9jPJy1AJ15TZf6d2OA8vRVYl+dRpCAxaYn68acx/BxaI79e3NZflMZtH85S/Yid8aLIlmaGOF5S12n+QzSNR8Ty7NQKwNVjVRCCu7OeNMUeP07Pd1VF0ZSV3fXV0qyljiRRo8wNLr8n4yRRcSNPK+piuk2930Md09TundW8CXZ7V54PYpAyKA9XbM7s/ieVyWf6emETEiZJWkX441WiKy3iSNvTtwg/gZLVv5ath2l1hvY08/uus41c/n1PsaRi9LcnLKTePf2z+6DGdLmRoyfLGta1Gonpq1M6YNdE5Y9EWFSV0dU2d26r2HhwIMFF9eUpfRvfDmSYRxyIxnCK/Kb8m+9xL4lWc+Ym0mccyc4AvBhxRe7rEDpu4Ref6om/FVpyCzH4sfIgEZY4dilK1Usrs6lk+B45fAR6CTgFjOjvR4ZZhupszSwH9Kv0Q8W6qy1VlJhlXdeEXZUXm1XNcioqo7HrRltUQpqfPbqzAVJFdOT4ER4SMIxVR9dMZNgxZTPw6qwFPTRZSJ69tXISLYwpCqmyfCcatg3gVZ/Y08/uus41c/n1PsaUA6aWaX9SvaMbnuXZJBnHMUrvV3bp7B83kkNdt2bcalz/M5A8LV+2ggLY28CJtu1E2Tuzy2SyyCUrF3Fykru9E79u2CBZEyMBE9U+Pd1nAqjpj9kK0djeGgLH9JpCPK9zyPc9/Zl6ONHoJr0+/jbga7savPSy76CHqSv9O3UCs8/jcrpTcnGmNqkyidEcv35BXJZ006H8uVFaqoqKi9tHL87UV8nfddTI3j4y9/saef3XWcaufz6n2NPI3gYtC/1yqX5THrQ2+y92lFZ0RZ9g5OJsoUOJIklXZk6W+bLkSSfj0srfGtZE1ybt7cvvG0tJIkI7Yyqqqq7qq8jruR3slEQLlYRjmO5YdG8zklOP597VyKpsbEZPnndtUmM40ZPw9lRVSbacGHHaqv1LECIWmgC+OUZdx7c4Mw8GUCSB3SWktgW9bHmh+Owo2EY5j2o5t9VuqrSZDVF2wC5StvQte7YPGd1P02/lIibC7dNZ3msaEP9cqi+bx+0Cievfp7/AHVWcaufz6n2KSGsOpr4ypsuqM3wKBkdF9e1rXOcjWoquxyrSqp4ML/Nqfc+UqBQBu2JxgFR9Mx6Or27E7PjjUHIEtbRQBfvG5Ku3rw5d1VeWO16WVxAiOTdloofqE1QMRgucOvmzn9EWIUzqTTe4PJA+cJgI+TzfPXlkdF3TlpdF8fKY7/ezqJ5zFbcfZg6Q7munY/MVU4t8Evq17tojpIXxJTHdDo5WujUFzK9AVcl/FVphcSVR00g4o6iiqsdhk8BqMTJ7lbm3lS/VB8oq7OcnPfjT/J0qZyxJJNoiLv26q0nWONajbwiqmyovGH3rbumAdzkU+plH56nSaJm5u3Sew6Jc6CvDmo5FRU3SxiLDnSoy/Pdgf8AdFXxq29VmVjP07qGF5+3gRtlVONVZ/i2sWIi+nbp3S/Ubth3t3CR7BsV71RrcrulubeTKT+VitKtzcRoypuJrUaiIibJ2agZSlPA8pGJtL5mXpGq89LoPjXZpKp6WOE49Pc95a9rSTtJ4rt1h2RWcQ9JpKvVZdmNrK7T/HYOyrEWQ9ViwgbqogBk5JWrAszxJwjOVVVVXno3E3l2sv3pQGSI5gvTdkgLwGKF6bP5RJZ4UgUgBVYXGc8rrZjBSXtjS+U+yg1wVNMlDCzMs6fcbw4SOFC5id0vavbp7lyTgMq5pE8x2WcAFjBkxDpuO0rj1s6RDOn34LkSU1q1Cu2ikGMo3MeiOZk9I+ltpEVUXw+zFbP6XeQJKrsxPXjUeB5XIzvRNmd2B/3RV8atf9fXd+mEFT3yyFT7XOaxFVV2S+sls7abM/TsRFVUREVVwqhSkpRDI3aRqXkaQYH0wBNj8ab0C1tUswzNj9mQXsWjrySzrutpZSbOaeXJf1F5ynejW86W3fSYvMPFO1k2Fqdfg9DoCQkLVeATZJleYSuyQUmqLPqQ+fWy1Jv5W7QuHEbKmypb/EkySmfAsgRKO1jIq+Z56RwlBjhpC/PvZ9A8jlFmzb7eyHkd3BajI9odjDZnkhk2dbn4PIOd6vMZ5H9n+/AndbEXsCYgSsKMjmPwvMQ3kZASFRk7s1LxvzkVtrGZuXjTnKUnw0rJL/8AE5/jaXNX4wGbyvj5Ttw62+rUEM7nbl1XrvFgQZzU9e7BVRMoq+NWv6hXd+ldaselPMc3Z2eW6VmPSlauxe3TnHFsJ6Tzj3jXVvFpq88w6/bZ2UiznHlyHbkwnHVu7RiEbvFa1rURE+N+S8WtpDqoZJUsqMHkuRyr6c85VVouwzup6r2bcqO9nUktJMQnFhT1eYxX2VRsGwMAgCvEUbmElwZMNwmyBKxeeJQEr8dq46psvvax1/RNrZzU9Pciv+W9sWUeIcZwFcMuHZtHvBpGkq0U7m9jXtVrkRUzbF3Uc9Xiaqw4U2RBkhkxyKwuMZHGv65p2KiG1ExbyElbGKP/AAvZpbdICcatI77MgrEtKadD/VzVa5Ucio7twz+5KnjVj+rQe4InmKMQ2q59RAZXVsSGz41NuUl2zIQ3bj7Kaok3E8MOMn3wIUGkrBgGqDBmeUvvZuwlVIcKGedJDGjjV5cZoQUdWKKPZX8k+OLi4hU8N8qWVGMyfJpd/LUhFVgOwjuhjl/XvgWEuukjkxTuEWKtLnokQ6JEtc2lMPkM5GIiD5UEBbK3gQ9lVERERPf1OrPPYsd6N3f7g39LkXj59e0ZHiI0g3uY/EdRBS0ZCtnoM2+/rzuaeJcQCw5Ld2XdNLpZxYslvrR3kulnDlx14rrGqyioerUR4cqxqRQT1E7d0fnElmhyAyAu6S0toG1rYs0P4c/qPp18dzG7C7cNVEySqVeNWP6vC7tOKjz14yQ9m4shuBU9VJmv2VTGIcpCkern8wRyyTDCEbnkw/GAY9XqpdllZ3ma2ZHV8En+CRFVUTZVXAsPSojeemMTzvG/LJMsrqAG5ndZ7y/n3cpZEsu/dKfuqNT2cRsY1ZeRZkh2wpBnnMUz13dy0krfMXxJbm/Z782IOXEPHKm45sQkOXIjFTYnt7cR39TNu/Fs+m1PRGl9UiHWW1fax0kQ5DSs5ZPjMW/gqEmzD2dZLq5ZYsoSsLQ302jmNkxnegJNJmlKRnymQ47MoZixzp1M56Z5EkWW+rO/+FqNR/UqRZAm7m7cU/uCp41V/r0buwKj+k0QVIzY+pGRJYWCQAP3j8whIYjBDG578PxCPj0ZZ89WebzTOn2akhV71ZC/24wHCfLoO1sRL4vJ72MarnqiNyjUoEXrjU6tKWTJPKMQ5yuKXtcqIirw9Vc5V9rbnpPV+Ux4ktzdn/kNU6pYWQOktbsP2kRVVERFVcc0wtbFWGn7wo1np/Ttx+REr4iNkKioqoqKi91bazquQh4khwiY7qZBm9ALNEjGGUZWNexyObxk+LQ8gieGX+Ge3p5tRLfGliVj6y0m1cpkmIdRkrMhpMygrXWAkFKybFJ1Cf70Ukbkx72Oa5qq12GZKO/rEQqp5rMKF1LbmC1NgdmMvVl9Urxqm7e/D24NQLc24/Eaqxs6yhtJXKED9piqq7qqqq8oUKTOkDjRguKWloqjDIa2NoZjpeVZnMvSKNu4YbUVzkRqKq4TgKRvDsLYSKbblf5hT0bVacviHyLNLS7VRvf4MXvwTDol0CZJsBqsbJNLrOv6z1yrNjuRzVVHIqL7UaOWVICASdRKuCKvgRIY/wAH5DVOn8/j3mmN3L7ON4Fc3qsKg/LxccwWjoUaQQfGlctRsf8Ap1n50I9o/sUmU29K5PKyVUVHqVUT+kc1FhmEUZhteN7Xtu6Kvuoix5Yd+MlxKwoSKpEUkZrnNcitVUWk1BVQLAvA+bi3WEjIFbCgP5yGqKiqipyo7mVTTxzI6+t1DhZrjrDwnIpnjeN7mParXc8fcjLuqdxqg9FyFETsAEpyjEIavJDHX4Njm8hUU9vayrWaaZJejicsfxWxu37hZ4ccmQY9iUd0WnYkybZ2s61krJmSHFJAr5dhIHGiAcUuI4HFpkHKl7Hm8XeYUlMjkkSUeW91ItZ6PFDTyYHK5yuVyqq99dXnsZoIkdu5amtBVwI0IH4OMkwikv2ueYXhSckwG4o+sqj8zE9nS2o89kLZLm7i/Iyo4pUc0crUcO3rS1dlLhF/H3UGLXF8TphRVUeNaZ09SjDzNpsrZETZERONueQ0obqrkQi/MuKaHINGOzpL7NVkFrUv6oU0g0qdVmqiDs4S8QbuivAuGCUCQ3JdM/xyabg4DRyvEYTmErbWdWGQ0OS8Lz3VLff1WL5OXPoJUQanG5kqLxjeSzaGYhgqrhZbUwryKuQUy9fZUk8OzgPVONSXo7JDp2YzWQsZgpe2/ofIsimXsxZB16WcQa6ZPL4UWO4rgRMeqNiWB/qMm4y2zsxpH6mx4nGOYLZ3KsM9FjRK2qpMZhKjHDAy21OpYfU2Ix8x9xnt7Z7sSR5YSqqruq+1pljnlozraQzYm3PZOMl0zp7dHniKkOTfYvb0RemZGVB9+mFL9Ox1kh7di/ktXqTokxbYbPTsq6ixtZCAgxHmJjelEOKrD3BUkEDHDHCwQhNGPbu1LxjzAvrEZn3+2iq1UVFXeszjIa7ZrJ7ijk5pT3YkHdUy9c+ugtVxIFkM4uI0uTEKhY53ieWeyT6yIrFevSirsq8VFzOqJKSIZ1Y+zdXWKrKhsbGNyik8OQB6KiLqG9XZRYc659dVbSpLGypdnazbSS6RLOpCcBLGGiK4CldJtZkgaCcXpDxEiJIcqLICFlfYYpSqhGxjWkqx1MvpW7AKKKyXNlTCeLJkFM/28Qx197ZMG5FSMIQxDaNjUaztkRwSRPCcTSjyTSeJJ6z0xUA+zqp9XIWPNivATsx2ofc28KC3fYIxhEwbGo1n5LJqUd3TTIK/iKJ4SEERitfxGjSJZmhjgeUuN6SmerD3RfDZXVUCsjpHhRWBF7D2Me1zHNRUzXGH0c9XCTeH+XyCxZZWsuY34/LQ4Z5sgMaONXlxjH49FWjij2cT2LOorrWO4E6KMw8k0nkh65FMRTjOA0crxGE4ZOWkND4QJVwVnr+T241UoEgWyTws2BhOFf8AEhDPfNQIKLG6ijD4UCM1i9j3sG1znORGvy3GmP6Fu4W4JAJI2lCVhGdlzTxbivPDkM+25p5dPOLDks2f+2InGAYh9JB5+YzaZ2TruprlRJljHA6De09gvTDsox3dt9i1PfC6JsZHPyjTizpWFlAckqHWV8iznxoQE3JWV4a2DFhgT+H+UyygZfUkqGrU8TDL1+O3w3HRWBarXNRU9U5yDjAEpivRg8uzOdfySNQjxwduMeyWyoJSGiGXopraPb10adHX+H2ZdiwMggqibMlS4p4cgsc41YX9r0+w3rUVtPF9nZqRmpqZjK6A9GyylIZ7iEI57xkeN7Xse5r9Ns2Lbo6rsCI6V26tZGgYoaYL/v0jx1UQ90dn5fVXHPJ2DbULNg6YZMlpUrXHf/ieeopXhw+1cz556QGI+gmDd+HtzXDRXwPMR0Rk4wSAI8RRuY/9pwXCVsnssJ49oaIjURETZOzPjPNlVs56+vLCDkBk9Q8fz2W1nGqq+VNkO2GNlhluReq/x66CCuhx4kdnSL8te1Ea5rJME/4K+XYYlkKPc3YtfNj2EMEsD0eLle1Y7WqmwHu2SfBk18s0SSJWG4Yx5HtYxqudg1A+ioI8cqIh+7NMJDdsdLjIg5x45oxiBMNzCfs+FYK+yUc+ezphjGwbGsY1Gt7dVsfLHskthsVQctKseLLtUtCM2jdmquTpKlNqIxNw6V4z5CA61kD2P+Y1WxVJcZLmKzculeVJHN9FlP8A4XPI8QpshYiyxK0ztGGK/wBLxyMxrT+koXtOxrjyu1hRuc9rXoq8ssw2JfhUjNgzbGtl1kokaUBwi/sicYZp8pPDn2w9mNajWojU2TulRY8wBASAtKKy0fq5BVfCsCxUrdHqwBUfNsiyWw4kaFHHGjBaIXPOMnZj1Q8jHJ5vCcbJkVwnj9SxmsaxqNaiIn5gg2EY5j2orc2xkuN2/wDAVyRsFypmQ1SKR/8AjOW3sZ5kEXGb6NNrSJ5/HMkr8hgslQyc7/HK++i+DJZs/IsXsKE/SdnWH9iiRJMw4wRwuKXENPwVXhzLBGml+7/88TJgIUc0k5EGLIrqbld4j2DcvGJY4DHqkURuym/MrxlGPRsgqjQy7I+rsbLEb5XOGrS1ljFs4IJsV6PD7Gd5wDG4vgg6ST0SdaTkT+IeVjunU6ihilxLFR2w1erGdbUR3KXEjywEBIC0gso03PG65VSjjBc1zXK1yKjvz+O4jZ3r0UTPCjY/i9ZRA6IrNy8jnEALymI1g7PNriZ1CxmlNLZd5HqLBepJ55kZKrVfJIb2+ZIOaLFsyqskAqxndEj2NTsw84d1PDJvH0txHyoUupg9i/nNSMN+rw1soYv8Zp7mH0SWsSURfItcjkRUVFTuzXM4uMwUVNizJUmbaznmM555Wn+CCx8CTJiNfY8EKwTHPI9GsFeU5SIMVnFe9F5bcZJhFVeNcVW+BKvsUtaN6+YB1B/OQoEuedoIsd5i43piEHRIt3IR4hCCNoxsaxnK6va6khvlzTIwdTFPljA2tsiJARrWIiIiI0wQnE8RhNePP9OEhMJZ1AlUFbZS6uYCZEKozYtfgv6ePOHs13dqLmaUsRYEMm07AMQdezfMSGKsBrWtajWpsn53UrC1hlfbwR/4fTPNkcgqSwL3ZflsPGq9Tk2fIs7KdbzyypJHFPp1gKUwmWVgNFncFIwQ3ke5EbluXWOTWCjY56Rce0npQQWLbCWTKO+fg5QEWUWVRDIwjGvY5HN5EEwrHMexHNv9Mq6b1mrnpFNcY5a071SZEcxv5iNFkSioKOB5SUelss3SW1N4LKymrqkHgwozBN53NkeuhqUEE0s2oldlA5QJt09j26b5v9JMlZOJ/gUVFT/bhUa5FRU9NR8VZQ2qGjM2h6Kzib28JV+zty/KouN1ymds+RUVdnl92qKRzyVNXEqoIIUViMF+eOERxECUbXjzjDjY7N8YCOWDp5nCXIG104m07neUqWbAlDJJFmZmy+S6P9a3WTpxgCQGit7Mf+J5XUQk2psYo12fjsgcG+rDSfsGioqIu/GoKiTELfxNttNKCeKHHtbKSZxN+N9+ZRCMxzCMa5t1ppRz93xFdDLb4DfVu7kjeZE5HNVUciov5Oqx23tXIkOCQjafSljNiWkzq4raetqxeFCiDC3hO21qodvAPCmDR4spxqXjtkSIdFczTHOfHaKksS/fy1SgDlYjLIv4tFYb+u4l/wCTsv72FRV5Zst3pMl2+YXiL0KU+KYvExyuZHHs437BZV0SyhnhyhoQOT41YYraMVr3oPBM3DkEby8lWsnpzyPG4F/FQR0VhalLFIQUsUF5leLfKUiXtXTRAoeTxqjjq1l26YJu0fS7Jvq9L5M795WQUAL2LHiyCuaFrWta1GoiJKjBlgMAzOoVpm03D749YA758HHc/oL5WjEfwJHLblZ49TWiL5yCIq2elEIm74E4gVn6d5HD6lbFZJZJhSoj+iRGKF/uNa5yojUVVgYdkE7+VWGRK7SeU71nWDBpVYHjlds9sJDEYxrURERETszvKJmNArZYgtIGhyKuvoSSYJUe3l/vxlOMw8jrXxDp0ksq2dTzyxZLHCkad5uy+iNhSyIlhxqdPX6MOnjMUs3EceHj1LGgoqKTnb3EGnhFmTC9Asgv7LLLVn2OXjB8NBjkNXlRpJ37Fc00K5gkhzBdY76htcRtRq0j04wjOIuQx0AdWin9mU5AyhrVkIJxj6YMlScmvZdmi+f41GqR2WKT92/fp1avrcogev2csguQUtTLnl+FWXZz1XZxZNThdNEpIlbIggPw1rWtRETvKARWqwg2vbMwzGZm6lqgIsnSyhKqqE8kKn0jX5Bb8F0oukVfDlxHcP0xyNvwwDuP+XGUf9izj/lxlH/Ys4ZprkzvmMJvDNK793yeG3gGkktf51oJnEfSarb6nsZBOImnuLxvXyPiuiVlfCbtFhhDz37tWYvj4kQm3FNd2VBObJiFcImIZtX5LHRrVQMznnuFiySChQIjJ8aTOqZ7CiV4JVXqZDsa+OyPEKa3o8dKCWS3tDMkWnO4t4VRCLMmF6BZHkdllNixEY/owPBx0AElS2NfYfslzTwrqEWHND1jyHHLTFLJi9b0bg+fgvWNhzFaKw5q1q7boi8ZBXSqa5ZkldGU7aq4rreK2TBksMPVHLYsGrNUgKj5mn1NJs8kr1G1fD5avZF48wFOF/2aR48syzJalb/B93b2vTiVNiQxKaVJEAc3UGkCN74gZk9AazUzyohq2UNlVbQLeIOXCktMLlnMbzOKXLOAYdAyzDaeQmwp02DbY5Z+GVCRpeD6kRrpBQbJWhn889xqPkGRABUbOnYriFZjUXojs6z872+r6KC+XMKjUv8AIbTLLNidDlTB8CBQDSXK2LYfs1rVQbaGSJMAhRZZh1hjEppWq98TCNSRzUHX3BUafl6crjAqKyM+SjCxJItGqVCq89lMIlNR1dJF8vAisCzi9twU1VLnm/CYsu0nkI5FJJxaiHQ0sSA3ZX9s6bGgxTypJUGHCsxlZBms15XPZG7N+PTv+P17MtfnIqyfLDMhxhUt08mQ10y0K6WNjGtYjWtRG6s46CBYgsIw0YLRiadLOxhbr4XKyjJLgTIy/Gl9kFmHIpzsGLIEbnAUiVlX4gshxyxx6csaWPbjB9T1Eg668JuOVa18QDTyZgRC4BEjR1KoADF2ZTltdjkXrM7xJEubd5fbM3Rxj4Zg8PHAeK9UNP8A2iXEjzAEjyBNILNdO5FQpJkBHGg4XqSWuQUG1VxYkWVHlgEeOVpBc9uW/Gr+QoWSCmC/7NJsd89avsjM3B3ag3czIVnwa1d67S+R4OX16fpysIQ58YkYrysZqF9TxmXB8hf2nRpZl9jPs5VfYzXnXlkmq8qrvJcKJDAYOOZ7kt8IxYmMjMOCaSaKEkmN5c3LU7KJVTfUSRXqjquwjWkCNOju3FyMIZhFCRqOZc1z6yzmwn/OE2/1fGq6Sr9yavSGSgVdRGGppmneFvx2GWRM2WbyX44wHHa2VZ5DHnCUyNa1jUa1ERMnrqadUmHb9DY9Np9a3UkixPSBjeBU1E0T+hZUnszPUSHSISHBVp59bVXeX2hHIrzFxjFK7HInhxm9Zv2pURUVFRF4zLTFkpSzqViMLjmWW+Lyni2coccyqqyCP4sQqITsucei2qsKp5EaTlmm+QxDHnDI6yZgAqqNjsWPAlCMvDnNa1VcqIlLdQrmK6VCerhcs7yKUxwMfqF67Q+MRKXBbaAD1fhh1Bk9M/s1Fr0t8uo61fTigsSUd7ClORWq1zXtRyLumTXLKWknTnKm9tCNEMJDvVxtHxKzFzu7NQCHssiu5YmK4GkWS+EclId/2c9Yany91HntT7NMpVxLSbTwrRkNn/LUbUMQeQ2jJWQJluI2iCfcyl407zsuQsLCnI1JvLHpQq/UXJ4hXoxtbdV9o6QkI/jtn0NZZSY8iaDx1REb6InZKlx4gSGkFYIWX6nllI+HTK4QMRwGffOZJOjwQKqpgVMRkSEFBC/bcrwisyIavfsCXaU19iVgx71eEmK6pxZqDiXOwDMIx7UcxyOTstMWrZ5vNsR8SbJtc2oEVZEAdxFvtRbDJWjpqqC8C0VSGnqocAP4eMtyaNjlUSWTZxsaosuqzFvCV0WbLsc1iJAmRbatm1z64/l50Q+/CfHOw/jasVXGpVR9Nyibsmw9O7f6pi0Fzn7kzje9yKlxofqLUp6Oy6zRvxpUJR4fEcqc50scOJJkk/BpxTCssZuTTWb8WMKdj9yUCucyRil+HIKaNOZsj/15ao1P1DFzla3cmF2/0jIq6Urthp6pxq3XMk4x5rp+/SxhnZfAVnxxZSJMeIQsWG+UeNp7Fl2Z7e+VkuWEIgCaIQ2sH2ZPm1Rjw9jP8aVeZLeZTMYJ/W5MS0tEDw5d2iPIxjWNRrURE/b58CLPjEjSwMKLKtKzxuuTTKpw45mtzjpPA3cSPjmaUt+NEjF6JPZtx/w7T/VGWqQBpN4sc1pKx0hk1ZAHYswubZCe+nt2h7cOa1yKipvxOH4MuSPirkLJroZ991/15Rdz6szeNZKnx6uDYsb66QXg4hLSEcqNFpyEtlKucmkt+/OS+LlNy7jToXhYfUN56mWPkcSnbLs/GsrxSloKuCW2F4mpJYd2obKBBnb6YZMlTbpDO/aLykxxyQGAVqOHbV5K2xmQifjw23S3xyulq7d+f2775jceoxrNLgmEBxmK4hXoSd3WNpBrYzpMyUwIsm1Vkn641Ojgix3DLnJCqdEcwGOYlU46DaKLqNt//n7nkuFUuQtV5xeFJyDCLzHn+P0OKDHNVLGD0AtGLLBSZJT3guuDLYRe17GEarHNRWmw2jcZZEYDoR2IrWoiuVyzson1xTJMxucobYzT2U4zWua3CZKScVpnovCJxv6cY1ubUrJz/PGSVSW1FYwv1gDmPljBG6kPTVgaqshwAp9mRlQt7bk4w0SCxekbz1ERLK6xak+WxoUSK3pjxhCSZFBLjGjGYjhZDTGpLaZAL86e5Ql/SM8Z+8vidJ8nFLIUJi8XWBXOV3hrJIqVoKTTWrr43gSJ0yYOJBiwgtDGjjAPtkSQRhPMczBDyLVmFG6wU4kkE3yLLZ//AOaYfGdKoMFWSLZ6SjMGMY0YxqNb+6bcOa1ybKnpkemNNa+IeFtCk22M5DjJ0M8ZBpQasWMVGCtA+bFSZXR3bU8lMY4nZty24sqKntGqk6vAfiBhwKozH1VlMiB4t7ibAexA0kuY3GJdnV5DfWE/HrJGQ5bZkYZ2iKNKDCSxs/sphI6pEl5JQRHlEe4hCJLN48k5uMcLHJSVqBMwicS58OEPxJcoQGCymsl6jPsyHcsOrtolmF5YyG6LeXbRxi+nVrJRMhwLJsonDlzzV0VaPS2TUFU4clkjfV15a8DxOsJUpe+bYQ4AFPKkjCO+1chA6xVEdZD5VjkeVzWse48smO6Rr9h7o/FdWQa6OyPDjMCL95eNhGua9qObf6X0VnuWIiwT3WBZFTKpfLKYVLqZkFb0sMZJgaXVHHbFGskq6EYEgMgTChKwjO3bukV9fJ3U8IJXFxXGy+j6SCvAMNxqPIFIDUgGbiVW18wgySYQDPYIY2o1jURNvauc1x2nRzZM9ji3Or00vUOqiJHaGJkmUyutrJM0lFpCNitLcS+vitqa6rAgYUQYR7fvm3GycXeE49c7ukQmsLb6QWAup9ZMZIYrMmxk/wATIL6rV24Bs2fGFKZWao4xO2QxSRHw58KaPxIssJ2e1t3f/HY57GtVznIiWed4vW7oWyER9prH8srazixy3Jr1/gkmmclRpjkVh0vMFsMVLpZQV6tfLV80oIwQCaMImDHtxtwv/oBgCONwyja9lppti9ju5IixX2Wj08e7oFgIySsXyimJ4rq+UJYGomUwdmpZKZsHWSUmyTaob+IerOMH28VJMfiJmWLy0RR3UXgMgB29QjMIm/tOc1qKqqnErI6KHv49tEGszU7Eo34ZjjrO1kipukKpK/idqrk0j0CQEVu+TZE/bedO4rdKMilbOkoGIyr0joouzpsg0t9dT1lYNWQoQQJ/6TPoqex3WZWxzLN0rxaTuomHjLM0Zf6rEuOJWlGTh3UY45+DYdlUN2/0eWira5XXJs6bZAQOoOVh/DcEXgeqOVN+ZY38N1byRNt2Q14/5wZF/wBpA4/5wZD/ANpA4fq9kjvgEJvBdVcofvsYDOC6kZaTdPqqoi5RlMx3S22nPVKPKrFUV1fYG4i6Z5Wf5gIJImjlm/8A6uzALiFpDQh2WTLknWBheMQPUFSDdrGMaiNRET/03p7NuDV0A+/jQwk4Ji+OF3V9JBVX4Tir13Wli8EwHEn/ADTh4TT7EE+KgXCYNin/AIaPwzEsZYqqlJC4DS04dvCrYrOGsYxqI1qIn/ru3/0K/wD/xABJEAACAQICBgYFCgMIAgEFAQABAgMAESExBBAgQVFhEhMicYGRMDJCscEUI0BQUmJykqGygrPCBTNDU3OTotFgY9IVJFSDkOH/2gAIAQEADT8A/wD43ZWeVVP6muEcbmufQSuLTFvctfgc/GuUQ/qrh1MX/wAa/BHX4I65xRH3rQ4wp8K4sjV9xylfckD1/wCyI/0dKjkpcIfJqIwINx/4aM4wem/5Vua4uREtcUTpHzej7JchfAC30G+cblD5g0N0yBv1wNb3gf3K1fZnBjojBlIIPcR/4MP8JT05PJa3ST//AAWt8aERp3ELb6TgT0GIB7xkRX+3J5rXCfAeDC4phcMpuCOIP/gCi7MxAAHMmvudmPxaj/hwXTzOfpOFiaGZCk6rElUUsQN5IG6vwmpQSlyCGtzB1gXPRBNhxPo96XuhPNTcE1/nQfFDXI4r3g4j68QXZ3YAAcSTQ/xXwirdHlGvco9K9rkxo5NsrFwakQlzgASCRkKOiKxCYXYswo4knM1YjpIxU24XByqOcqHLksE7BzriSSdbWBsRZrZXFiDaopTGzmNT0xa4NBuhMgvvyOqxIDOqXA3AuQCaGbBCR5gEUDYg5jbU3DoxBHiDev8ANSyyCgLsmTr3g/XI3g/NJQN1jGEadyj6ApmB/wB1jR0W3kx1rdv+Ozpf9oW7g56BPgEqeMqTnniGHccRUTsjDmDqn0q0DX9QXAIXyNJ6rFEDDkSACfQobq6MQR3EVkJ0HbHNxR9pfrUi8cCYu9boIzn+M4X2zlNO3RD/AIBmaupCmEqCQcgXIrS0DdzpgfQiaUUYpB5HWNGLePVsdkQda4+9YD3k1opEL8x7Jqf5uX8Yy1NGZ3HA2B97nYldQCCUlUnAdAg1ujlsreDDCsbBlsD3HIjawvbJuTDIitz5RPR+sVBLM2AAGJJJrJ9KI/ZTtdnckknmTidvRgHdcw5OSGoHMUSbkUaoSr6JNmQRgVYk5W9CNLk9ymvn/wCnX8kX9kmxNPHH4OQDWjwRx+YL1pI6p+ROR8DUiHoMfZcYg086wkbwxYKRWjaPGluZ7Wxog6082yWo0PQ5ucAKlN3RmLAm+YBvY+gy6tj2kH3DWHSTJkPBh9X49Bc3c8FFA9mAb+b7IFzsMIpB3ISKIUTRZE2wDrQz6UTD3ivvAg/r6FJ1l8JAFqLSCnhINbxdUvNgrAeZfYhDyHwBAp9IkK81BIGqMdXNzZN5qcPK/KSJaOkOBzCHojY0s9c3cRZaUddL44LsOQIZGxi5iThc5EUcjmHHFSMCNkcMiODDIivsZJLzT6tZexADlzej4BRuVRsx4y6TKejGgqdTHNNKjAODgRcgACprtBJxHA60OWYYEWKsOBrergsPBlrDOULW/osHHja4rdLCoQjmQLA1G2DDJwRcMNsjoSp9pTUqYpcCRCMQSDW50YDzDV7Uksi+Sha0c3aQ5zOMbnWq9IrcA25AkXqLRGWIOpBbN/hRzOrS7Rtyf2TUMLyfkBNE3J1u935IMSaiQknIKqC9+4AVNIWHJcgPAbDuqAcybAUiKvawI6AAuDmDSXLw5TxDmM2HMbINwQbEVlHpZ90lEXBGIIORB+qsnkzWE/FqdizOxJLMcyTsMQAoBJJOQA40pH/2wOP8ZGVACNIVFkhcasDo7sxBgI2gbhlJBHMEY1AodJDm8Z418lx7gx9AMQciKGQErACuLEk+Z2eCuQDytexFBr9aIkWTK1iVAJB1Agg5EGnCaPIv374+a7DnqYu4YtWmP0O6MYnZSXrD3RgsKEDIvfJ2RSnBkJBHcRjTsSScyScSTTqDG6kMjgjAqwNjslu9oeaVIvSR1NwQfqjFZtJU5cUjo5njsWLMzmwVRgWp47zaYwF4w26PgTWlMBMSSSpOT1MhB+DA8RmDSNg251OTDkdnSoD1EubRyR4i1IfAjcyneDu1aLA4eQ5EvuonoxrvVBkDzP0ZjjEsgEicyrEGwqGMKeZ3t41o3zKfwZ+Z2YYAnjIannv4RjUxACgXJJyAGdaQB0NCftkHivB6S5fR5wI5UHFdzDZkYdbF/UnOpBcMPqbFdInX9ibUT3IyBGRU8jWnaOpVuDJqgF4WObxjd3rWjAlOLrvXZhkVx4G9jyqXRlmhmiAuA/A3FbknlCL49C9Rn5vRoR0Y05829B4nV4a/D0QNwQbEHjevszZ+DZ07HpwS2YJvurg4jZn0hvFYwFqCAeclYFnOCoOLGiLPIfViJo8cgOCjIDbkI66H4rzFSLcH4HgR9SZaROvs8Yx6BZutVSASrWINjmAdUThlPMcRwORoizpmUcZqa0lz0wMkkPwbZjQIgYk9FRkovkOQ2fPX4n0flXnXka47vP0QgVjyMnbIpJmAkayl0j7AK8iBS3DTC4d6OexIyqCxAAJNsScAKjJVlO49+RHAjYlNpof615ipVDK4y+opB87IM4UP9XpJyFmG5eDip0seYOIIPHeKiJJ0qTsRdDiWNKxAdbgMATiLgGx3X2v1r9PofHK3oJp0Q8gSAT4CskiXFn5KKBukK5Dm3E7TeAUb2Y7gK0aEKk7ZvbMPyqMlWVsCDsTMOmMzGT7dOoZWBuCDiCDwI+oJgepThxc07Fmdjclibkk8dhXZG6BBYEAE4A0DYgixB5jbPnQv1EAI60xbun9mgbpCmCLtfr9I/Sv0OxE11JAIBscxTnFm9wGQHADaObbkG9mPAU9jLKc3I+ApszuhB+JpBbR9Kc2EvCKU/tNRsQ6MLEEbjsSG0DnKNzu5K309cEXIu5yQVKfBRkFXkNnSwAOUiZVbB8nHcRY1uim+DCicHzQ9xFwdlGDKwNiCMiDxpmuWYkkniScSdjhvP039D6HN3OSDeWNNYySnAyGnS5c5RA+8mmYksSSSScSTx1aAEUSnKeN8g/MWpGIZGFiDkQRsQr805zljHxX6ailmY4AKMSSeAqC6wJ72PNtpGBBGYIOBFD5rS4TZowcrkbsa3yJd46cEEqQwI3gjGuMXq+KVxi9bxU1ACZZZVI5BVBsSx3Da/X6g4bxsxRmRwtrhQQCQCbms5HPqoOLGsDJKfWkasnkGUV/66JI0TSzi0bH2GJzRqjuXnLggqMSVqJei8zsSZmBxYCv7RIaCE7kTBWapGLM5NySdiJw6OMCCN/8A3SWWeL7D/TM9KI/SP0GnowXlIKWUxhVxLHcRyNPYaXpSkEJY3EUZ5e1W+WPBqS4d2BBUgZEcajJ6mP8ATpNzOxw/7+o/08dhDccCN6kbwd4rPSYlUAljm/MGsVklGUXJfv0SSSTcknM1o1ptIlOARRSHxlI3tQI5g25UwA4AKBgqgYADaeyzx8UJ94qRQ6MMiDiCPpT3TR0PtOfgKkcu7k3JYm5J9BG6ujbwwNwRWmRpBNODjCBmF5nK+pmAeRgSEXebDE1oxPVocGkbfJIciTrP1Ocjrja6sPcRkQaQdPTNEXfxli5HeNUkgkkQAAsQABc5kDakLBH3ErmAeWxi+ik+Zj+kgXJyAtUF0gHLe3e2xpCB4nwIcEXGI2tLjZouTioGbrpHNo41TN2PCgSAcgRxFxlrNHM/VByOuJgVPwI3g7xQsNK0U4IW+0lLlBCbySncoqyqkSDBVQWFzvbidmW02ih/WSYDPkGyNIxVlOBBBsQdcbqyMMCGBuCDXqTJ9mQfSNMU9PlFsQKGn0h/VjX4sdwoXDM4BDXzKhiKLC+izIbgHMqwuLDZikWRnOCoiG5LHgKBALDAzlMi3IbBzP1SRjRyPw1obEZhwc1YUCRHHmI1J2AQGlbCNKw+dcYKfuDdVsBmzEblGZNK6x6XG4AKk4LIQCRZtjSrRycm9lvo8SM7scgoFyalY9BfsomAXY0iH5ZN995DZQT90azlLLkRy41xCACmNhMvPIMN2qZQrgYdMA3APLWaOZ+H1WcCKOR2GJAJFgSMwD76c2VFFyTyAvWY0dD+jkUgsEUAADkALUhKu7ghEIpjiWxsOAGQHACtJ0WWOZeK1DIyX4jc3jsaJaKXiw9l/o09pJuUY2UgQJKPZIAVkblcVulEqhfIkGswn+ElEXWMYuw5CuJcXqVDG4yZCeIzBFIxU7xcGx2D9WnY0iTp6NIM4psvJqIs8rYyPWawpi1A9mGMkDDItxIqfRc3wXSTCSjDk4re7SJ0alADycvsLVogbcegNiciKfkrZNR+iRozu24BRck1K56C/ZUYAeAz2Xa5S9ihyJSt6GN+lW+eXPwWnN2diWJPMnU8Uom4dFFLDyIqSR34ZknLWMh9IQ2I3jD6OMtYIIORBGRBpJOp0twLshPqsvJqY3LMSSTxJzvSkCWY+qgrQ9JjETg4+q1AD56L4qaIweXBVqRyzuTclibknZ0QiGTmB6rfRNNYhuUSZ+gy4frRAIkS0iEHEYqSBRNgiqSSe4Y1psYR0GJ0eE4kEj2n1jEnl6a9ukFPR8SaF7wI3WyA/e6OA89ZyAFyfCgbEHMHUhsZGwW+5Qd7chrLAA8ybVeI+ca65PUkXFWtmAePI4jWTYMQQCeAOV9ZyMgPQPIlQSDTC4kgtKpHG6E0MCDmDw+gTKEkXAhgCGAPcRcGkUyTOMwoqNbADADiSeJ3k1oxPb3O+RPoNMtC/wCI+ofokB6iLmqa2IAABJJ3ADMna3wuch9w7qSw0oPhNCDgCopjcsSSSTmSeOs4n0e9gLKDwLGwrfHEOkfM17HWfOyORwBrIKnrsOZGpL9OViFjQAXJZjwoZrGTHo6nm+beFqNh1cS9BSBlcDEnmdQAMcGUk/AVECsMCCyRrwA4nedZnjBGd8cqKRH/AIAa5cJ4HxVxxHMZg04LEZvDbMHURY2NgRwIyIPA0cOv0YAHkWjPZPhat7wAl1/HGcRXD4UTdo2xjfvFMOiOnv5JJW5H7aUPbi7Y9IcR3a2jiZe4Eg0CVZxnN6EG4INiDnemQCXk6YH6EU6EX45MBsaHozmMcZnFloYlXUg+Rx9CMu/0Rseuluo8Bma+/hH4LSiwAAAArJpM0jPxNOcWY3PK3LhRzAyA4k4ACiLpocZsvIvSYJo0XZjUa1HThifl7b8qiJEKe9zsHS4P3ijBERsTkCUbkOQcUcZo1yS/tJ93WMmX3EZEUQAumRYK5+/W6dMv48yNWQbOSOnFwymj/jR9h/EjOvsGyyUpsUdSCO8HH0IxGtCQyHJ1OBU8jUJuzkDhYrcEltn7SoSPMC1A2IIIIPC2ew4E8XeMG+hRgzyd5wXYlmZpQM0tgFaj7LqGHkb19w9JfENX3D0X8moey6lT5HG2oz9SGuLlrFiAM7aybD0O+Z8Eof4kgwHcupQSWY2AAxJJrEPNk0vIcBq4+3J+Ch/eSgXCn+p6diWdiSSeZOJ1wNgpylfh3CnAbSOS7k2fluj/AMwV8kT3tswLeK/txcPCp2PQ/wDW2ZTYOHROJjHKpAW6kYI/d9k0jWZGFiDwIzpiOshPquPg1ZPGcGjPA6h6r5OvcRX2MpVoEgggggg2II9Af0OzGpZ5AhKgDE3PLV0ysEbYrhgWoiyLiSbblApsIZ3QKQe8E1ExB4EbmHIjLXFKvT5oeyw8sqIuCMQQfoLzEJzReyp8tjeMw43qwqND80bNG/gbgg+YoZSwnBhxUNnRyjl+baj7LqGHfY4Xr7huviGrQ4i8jZF5JdeQ23NlRcSefIVmIM0U86UAAAWAAyAGpASWOAAGJJNKfGbmeXAUcAKwaPRj73oXE06ftTYkbtNuRRiWOWVaJFgN5PxZjUrlmO7HcOQGWz8ri99fIU/e+zE4bgCMiDyNaVECp3qTiCOBWomKngRmGHI7DkdbCcjzXnRHYmAxBGaPS+IYbip3g0PWXc43hqWwliOaHXunQY+PGiexMnqNtjEa+mvWFLdILcX6IOF+FQFg0mlDpEFOAxFZCMZuB9vUNHjY8jIAx99LK0cY4JGSoA1aToXQkO9jEQLnmb7EKdQ/fH9A6konJpCEB2ka6spKkEZEEYg1lFpXq4+5TRPZmXdc5PQt2D2k/KbiijsZkJAAjBYkg1NKzDkL2A8BrA2lNpJm9VeQ4mj68xxdzsRntuP8Vh71FHDvNGzRRHKLmfv1lpEo/Zs6WAV4rFu86Pz03uUbXylD5G9HRFHk52oT1sQ+41aP2ZecZ2ZCOuj4815inHTgnXNSaU3VtzjcVoWEibnXgacYrvQ71bmNbizIwBBHMGs3gzdO7iNs63/tJ1l8AWAOp3VFHEk2AqJAL8AgzpmJO83OJpSOtmseig+JNaBBIkMAAdmNgAOWWwQs6D9G+gSymU90exKnSRi4Fc3P9INcgxrlCT/UKKFRFJEBYEWIBJOHKsS+jfGOp4H0clsCgcjpWHGw1j37Q85eS0gsqqLADYkHz7j2UPs6s9GjO779aQD0eMaZF6JuTmTsFunLyjXOo07goA9wqWQlOSDBRtdeK+S/1HaD9GTmjYEmpFKspyIOBBqJ+wftKcQdmdx/+pzv7jSAmGXep/6NRMVYfEcQRkalIEy+5xTqGVgbgg5EHYzeLJZT8DSsQykWIINiCM77I16RabRGOQmjzB/EKBt0CpJJ4i2Y4EVCQ8aPg7sMQSKMDInNpB0RqQmypZDiSSCVFyKOxJL1LcxL2PoGiwpF59vXNKkY5FyBeoEEfVB1LoEFrEXuCN9AYvAiuAOY6V63hiornNXNya59KugFPVAjpWyLEk6zsocBvmIpVAVRgABgAOAGwexCvFzUjFnY5licSe81o7C43SvmFqJLgDNjkFHM1K9zwAyCjkNnSG6Ef4Eqe0Cfx57Ymv5Amjo5HkdtE6p++Ps0h6mXuOK7WjKChPtxVo65DORBiVrhwtWejE+ZTZQeEwG486RiGVgQQRgQRmNkHUhBVgSCCMiDyoAATqCQ3NgK4KrE4+FRNdQc3PFttGBBGYINwRU8KSAfiANvTz6RK45AnAa4g/QU4AMVKgnPKixYtvLcb8aFh1c3zgrD52PE/BhW6GTtfobNX24buPLA0xYyOR6iqCxJBtlQY2JFiRfC41E0BsQkdY+Rc5hFpFCqoFgAMgBs6OTHDztm3jUzdHkBmWPIVEtuZO8nma0Vj0+DS7MjKijixNgKhiVBzsKjjMrd79nb6x/2GuobbwmQfo1TRELyYYqfA0CQQcwRhjsxPfgCN6nkalQMPiDzFaU5uBkkufk1RsGRt4YG4phaRfsuMxsoPnUGcqjZI/X0sDPCf4Dcemj0WUr32sPQDEGvsTfOCpX+SB09svifJdYBPjsObs2YRRmxqNfEnex5nZ0u8Sch7TatIusXKMVboQjjI+VMSSSbkk7zs6OrTHwwHkTqSbqh3RALt9N/2GuofbmLQt/HlqmYTJ3PntYywf1CpV7LZlG3MKidkccChIPhwrS/V5SDane0ijKOQ/BtgH0MP9nyzxEXFmjKnYWSOUfxCx9NPJFH/wAg3ooZHkAGBJfeTyGWsnY0qzPxRNy7WjfMp4etUrgMeCjEnwFRoqIvAAWArRl6T83faklEQ7o6iieQ9ygk0zEk8ScTt3lPlG1dXNtxSJIDzQgimUMOYIrtwuf1XahkVuFxvB5EZ1Kiuh4hhcGpwI5fxplSMGVgbEMDcEVLGCw4MMGGzKhVhyNRnBtzKcm1kEa55BGSMCC4IBHcaRirdGNiAQbGuMjqPcSa4RqZPf0a5EIK4yXk8wxNOpVlRQosRY4CkdlPeDY659FfzUg+mfSHk/Iv0DRrSS8/srtRxEpzc4KPOibknM86/uIve1RIzueAUXNTSs5G4XN7dwG1IhlJ/wBUlqeMR/nIX0F5f5TV1c3oBo6Ie+PsGoGSUeB29EkMfep7QooWj/GmIq5uKQiaPuODbWiiz84jsX1RSJIDvuhBwogEHiK4GQXrhHGfewFcZHCe4NXJSxpJFYoAFDAEGxCgVLO8iMARcOelhfWZSn51KemSCR/znYbwAG9mO4CuGKxCuUS1yQIfNbEUAT1DnPkjGkYqysLEMDYgjjsAa9LPXOeR9XanlLt3R6uqDvx6cnaIrSXWEeOJ2mIAHEk1FGqDuUWFS6UvkoJ9BeX+U1dXN6CCeRPPt/GpYHQd5FtvSYfN4+1qeTrE7pAGqZzC3MSbTqVYbiCLEGoZCAeK5g+I1kA/DWmgQq8YY2EiYH0MelwsdwsHB9MmiRD9WbWTYDMkmpQGlbNnb7KgZha3PK/R/Ra7nP8AVX3GKUSMW7aea1GAZGTESRZA966+kNc0yqeIXefAUAAAOA2tHhRPF+3Us6Bx90G5/TUFeVv2jabS4r8wGBOq8zn0F5f5TV1c3oEnR/zjVFpEqeCMRtLpEfS5KSFP6anR4m/hNxSMGB4EG4qWJHHcwuNqZDG/4k12I9IDcGmUEeI9Kiwr/wAA2sTdZ/tgvRZhGu5EBwUDZ02ORShyVujQYjx2dHgYg/ffDbOlSAdyHoioIXk8+x8dUEUUfmOn8dpTI3khOoaMW829BeX+U1dXN6Axwn8pbUZy/wCcBjtywpJ+YA1BpEb+fY1JGY/yErtaPIko/brvbbcgKigkk8gMa/0WIrgykH9dh9EhbzQH0okQeSKNZd08ZEKUrkxn7SE4MNnQo5JpW/hosT5m+q3w1vKifkG0BTsWPeTekhjT851DSXT/AG+ztJBI3uXUNET9zegvL/Kaurm9AdF9zDUREf8AgBtiBV/J2aEPT/IQ2qLSpF8wG2pNGlUd5XX0ttDdWUkEHiCMb1vSYBgfHOpNNAZODBHBGwNBgHkgHpevOuN1ZTvDA3BojcbSQvvANbklup81risiVzdB7zW9V7b1pYIfG7lN7vzbIa7HWdMf9q7QgkIPMA6rweQDajpk5/5k7Q0OT966hBH6C8v8pq6ub0HyJ/3pqMMe389/Najoc/7DqGl380G0QaBIPfquNaPoxQe0AC17V/pGuULmv9CT/qrZGFxX+k1f/ViQrqQQBEdj5HF7vS9edh7CWEmwcD4ija8MpCtqAuSSAAOJJrljEh5kZ1I12Y+4DIADIa7fEaxpT+4bXUSe7V04dXyub952vkT/AL01dTH6C8v8pq6ub0HyJ/3pq6mPbvP/ADWoaJP+zUdIA8l2y5I7rk6rjX0oNr5V/Sdg6Kh9KZgfNQdrgrkD9DXF2Le/ZsdaaWW8GQbTqy8RiLY6rQEeHS1HS5j4FiRtHRHH6qdT6PGfQXl/lNXVzegGhv8Aq66hFGP+O30Hb87lqOiSL+YdHU+mP+ijajid/IX1kjXpM8FlGRRAxN9XAEiu81wDkCvxmj/aMnRLcApGZ2PkcP7fS3iPnEvpDfW8SSD+A7cWkSp+RiL1Lop81I1OyP8AmQbTxyr+nS1NoafozegvL/Kaurm9AIAvmdQaIeUajbTRIQe/o1K0SD8wOqV5X/5EbTw9X/ukJrLbbGwRASTYXwAokXeYgfpnUM9r8T0SSdgaDAPKMD0rwxN8NuS/RUkAYAk4k1zc/wBINDJY0zPItnV8Cc7Xwvz1X9+uV+pbmJMNuUpIP4hTy9Wf/wBoKjVNo9vGM7RmKfnBXU8Mi/lIPoLy/wApq6ub0HzI/dq+VSr4ISBtTTJGON2IFAU8zyeEY1Jo8YbvtjtSymRu6PXiduM3V1NiCd3dxBrlKVoEG0jlxcCwOJOOwkKLwyAHpX0IDycnYHrGNCxW/eRW6OIKH8rNXSbodO3S6N8OlbC9s7auKuQfMGp7KJzYNEcgTUTWDZBgQCCNQN9YNwRmCMjUkY6fJxgw8DtPG0Ld69oUjhgeBBuKmiRxy6QvWjT48lk2op4nP8LA6kmdPzj0F5f5TV1c3oH0sjwVRQUknkKkdnPeSTtQB5W/hwGrRolj8T2qlnQOPug3P6bcHzCd0eZ1geklmRPzkD015kOx/ac0pV96LH2CaYkszEkknMk5k7M/9nIrnexiJW512GuS8sPf7Q2tHtOn8GerRJCv8D4ipYWCfiGKnzoEgjIjal0eNieZFQTxP5nofH0F5f5TV1c3oJTI/mxoaO6g83HRG27LCncuJqJGdjyUXNTSvIeRY3IHKtFisOTybTjq4fxtRxPP0lgbMCDYi4NuYOGsaXG/hGel6aDS0PgwK7CDSY25N1l9l28EG9jyFaNolvDL4awSNcTh1O64O/kciKkGK71IzU7LAgg4gg5g1FIQvEqcV8xWkjqn7zkdU569O6TPyO1o0rxH9/xo6O5Heo6Q9BeX+U1dXN6CLR41PeBWkzopH3U7W0SAABcknAAVHGOnzc4mtLftco49Wk/PP/HltaIWReb+0dgknVJMoccUHaPjajpEvQUZKvSNgNgZiNSxHfag6s6swLsOAC007KvNV7A/Qa4IZZP06Hx9MIDJ/tESbDHr9HberAWJWt0kILeajGuBUg1xEZA8SRXeHfyWgpaaZ8WYAE3aiwSIbwi4DWRsaSRyEcnHaX5mX3qaGIPCo/m5vxD/ALrQyWPOI4NtSRiVe9aIqGaSPv6JIvt9N/2GhDIfM7cs8YYfduCfIaoIekeTS7WiWlbm/silFyTgABQPQh5IuAoN05uUa0Bhs6SDYjONN7bBFvPXo8DeDSdmnJu8RKEk8gbVwkUP+2uESlifFqHtTnp/pYCl7kUD9BWiQO7BGBANsBRxJ1pFHEP4yW9NKjIw5MLGonZGHBgSCNcTBlYZg/8A+76yKNgr80J1jexsTyAzJr2icGlI2L47MQ+Zc5yKN3euzMhVvHIjmKhfongRmCORGVaRZJeC8GpwQQcQQav0om4xscNlZQr8lkupJ1aSiSj9p2+m/wCw11DbejQu3cz9igLk1LMxXj0Rgo8tk5Cpj1k3echWlC8nKLVplm7ohkNnKNBm7HICpG8ANwA4AZbel6YsI4qkahia+8nRPgUrihEg+FJa8Kt0H5ggjMVwjALeJaj7TsWPmTWlvAmRsI4yWJ2NJ0lyOaph6eSXrl59aA2yMk6ZI44A3FfdIQ+agUc2dixPicdojHv2EYFWUkEHcQcxUXrrukA9pdmAWmA9qPj3rq0dbRk+3GPitaNdkAzdd60NlF6uXj00qGQxv3Pt9Y37SK6htvSpsOaRYVP8xH3yZ7Wit2eDy0gwXIs25RzNSvc8AMgByAyqCzzc+C+Oynmx3BRvJpLiGPci7INhtZOhxVxwYUovPox9o/8AZ3NSMQysLEHgRnepYklQEgkowwOGwujoW5M/bb9T6eWFoW70x9LmNmMhkZTYg0o9XdKBvTYIsQRcGpyTEdycUNRMGRuB4cxxFLZZot6N/wBGp27YGUch+DbOkjpx8pEqWIhOTDFT50DYg4EEbXXivkv9R2nYKoGZYmwAqGJV7yMzWhrY85HxOy5xbcijMtyFQRks7csSzGoCRCv2txY1K4VF5/AAUe1K/wBtzsDIb3O5VpCeph3JzPM7IGHf6BMmH6gjIg1EF6TJ7aioGWBBwEQCka5p41b8O8+X0DRXWYeGB9KDjtIwZWUkEEZEHO9YBJ8lfk/A7DjA71IyZaU9l8g6nIrQwdNzrwNSr0JomzUnc1OSYJOI4HmNiJ1dDzBBGG8VKgJHA5EHmDWk/PJ3tmNrr1r5IP3na0QdYeb5LSLZFJ9ZzgBTszsxzLE3JPfsOwVUUXJJ3WqUBppOFvZHIUh7bj/GI96VkBUy5H/CU7thh83AvrN/0KxEaDBUB3KNoYn0MSzE+MTACpHZ2PNySdeiQEg/fk7P0CaN43HJgQagleNhzQkH0o9xy2/N4/wUc7ZqeDDMHWlzDNmUP/RpD4MNzKd4NGwkjPqutEDpp7cL0bmKUZONjSDeLlJw8a0MmQc09obXyuL318ij/e+1pPz0nj6orRSQ3OXYdgqqouSxyAHGihLMSOjAtZO+Rm+IXVnBCw9Xg7c9YFySbACsjPmi/h405uzsbn6Jpkxb+BOyPoOmRh/40wb0ZwHurgw+dbuWlAdJTi7uvEmhcEZEbfLJhwYHAit0n+E3xWmAIINwQciDqQHqpgMVoZHNXHFaXyYEi4YbxRGCc/tRGmNo5hkeTcDrUggjMEZEHjUICzrx4NUhMkJ+6d3euz8sgHgWAoaHGP8Akx2dHtJNz4LWkAiPii5F6OtzZVX393EmipseH3IxQPZh3tzeibAZkms4YDknN+evdBHi3jwrdCm8ff4+gt1UdiVJfMt4V9gD55fAetQNiCLEcu/0crqiDK7OQBUEKRj+EW+g6E/WfwHBvRHOeQZj7gzahnPLi3hw16WS3JZRn6HfC+KGvvYxHuaiLhgbgjka9hx6yHippmsk4y5BuBoEEEGxBHCnHRMmb+I9qjiYwbyR0MLb9S4Mm51OYao7vFxV98bUrEMCLEEZgjceWwNMgP8AzFLo0Y2HcKqjEknAAd9Pi9s5ZT7K1IfBV3KBwGsHtzuLIOQ40cJNIOK+JHuFHjgFHBRkBTmwVfeTkAN5NcfYi/DqH+DH23o71N5T3tuom5JNyTxPoJmCL8Sc8AMTUKBeZOZJ5nVunjwbx40Lnr4xkPvjd6LQkMn8Z7K/QpEZHXiGFiKhlZOFwMmHI7eTTP2Y07zXFx82h5LstjG32HGRqJmVxwIOP/YPot6Zoe8G9b5YPirU4IaI525o1b9GY/sNI1mRgQQeYNC2WRA3MMQRX/5mjrdW5ulbp4D00/iGankdT266Hc4+BFWHyuIZi3tkbC6TEfJqEUQ2HBGiwe2AfiaW4ij3RjUBc2yUcWJsAKGWjaOfmgfvyUosujwjoRgbgbZjV/muMX/AK9uaVgC/NmNcR2E8zR9iHs+bZ+jmBWAcI+Pjs8UHzbnmtE2WZcY27j6DTW64/gyX6HMOqm/GuK7PLIc2JwArdAmEQ78i1IAFRQAABkABgBtxgDSAN6jJ/D0gNwQbEc6HsTdushpGjntr3Bq+xJ81Ku+xDWBP4dQ9pGINt/eKOckYERJ5gDokeFzVzYkWJH61gGGauODCiLy6L7N+MR4H7OtZENzyIoCED8inWMYtGzjQ7jIeP3RRwHBRwUZAauDMQg5ELYnzoHCGMBI+RsosTqFrvI1h4AXJoZM6iOEdwPxFfcF282rEdJ2LEcrnd6SKzTvy3KKVQFUYAAZADacWZHAYEcCDga3wPcxnuNAZNgCL2upxBGzLIA54IMWPlSKFUDIAYAD6G6XjPBxippGKspFiGBsQdTmyoilie4Cv/wAeM4nk7UPZQfqeJ9CwIIIuKnJMR4cVP0iVgRuNgAuI+jysFRaPalf7bn0J3MMjxU5g1mYH9cdxpGsyOCCp4EHEa5SYYPwDFj9F025blKM/OoGUSKuMhvwqwDyHGR+8nZAJJJsAOJNZf3y0wuGRgwI5EbLjBt6NuZaQ4NudTky8j9XTL2VOcSHZPsvIoJ5gE1wSQE+QO0MEmXCRe40gJLjB0H3xU8ioPHMnkBnUEaoOdt55n6LbpwsfZkXKnJg0lTmoPxWiBY5jYjUs7HIKBck8hSueqh+L89RYdZCfUkFTICAc1ORB5jZiBMMnwPI1ESrqcwb/AFYCG0aM+1wkPw2Zk6Tyb4kNMSSzEkknMknG9KQQykggjIg8aRbxSnORNqW0k/JBkKxi0f8Aqb6PpZtLylFaGABxaLYKxr4PIq7CaY3Q8VG1EOyd0g+y1IxVlYWIYHEEfVSnsIc5SP6NoTBfBQF1nSUTwk7J2YULHnuCjmTWmT3O8Rr/ANKtQoqKOQ+jypYNmVIxDDmK0WUpKmQdN4qVA6nkdc8RUHg2YPgaiYq6njxHEcCNTMAABcknAADiakJmmH323baL4SgbmpGsyMLEHgR9UZomRm/6WlAAAwAAyA2tKCiQ7klXD9Rr0S4U7nlI2dHN5+cvDwrSxaLlF9JgAE/Foxk3hUzE6OeD702FFknjwcVwOj/Hp0MppfZ/ABltKbML4g2BsdaDsS8eT0hyO8bmByI+ps49HO/m9DIbbrZkYAgjgRR9hk60DuxWh7CJ1QP6tUagIi4ADYnumjrz3seS1Eet0l+N8QvjQFgALAAbh9JYEEEXBBzBFSkyaM+9bG5TvWtHsk6+5+5vRygfLIM45IhkX4PwrKSM+vG3BtYuY5R6yGma0cw9V+R4N9RubKi4ms1XNIj8T6eJC7scgoFzUjiLRoeAJsKbtzyD23P0v1opN6OMjUDmOaI4B14VMt1PvB4EZEehmB6tNyD7b1pMg5s7Oaze+MDj/KcVYXAOAPI63FmRhcEVmYM3Tu+1QJBBBBBGYI5cPqDJp3y5heNH+8mbF31opLOxCgAZkk0CVOluhEX8FHI9WEj81Fq4SKFbwZaTGSB/XUfEehhe87D23Hsdy1ICNGU7kOb+P03R0PTQZyxj4rWkPjwifIPRGBzFtuUEQw/1vyrSJOZLE4AAe4CpV8IQfZGoAkkmwAG8mibBVlUnyB2N0yD9w31fCZLlPprZKovbmeArdAnqD8ZpQAqqLADgAMhrXIZs54KKY9LRNABuhG55vtGgMKcWZWAII4EGhczwDOL76VEwZW94I3gjMUwtIn2HGY251zGcKHfWjsC/CRswlAdwFvp0jXnQZRMfbrLRJG/SPafCCG+Ln4AVM3M5mwVRuAyAp17CH/BB/qOpAWY7gALk11nR0fRx5Ani1OAWAdkSPkOhUjiORZT0pNELbwd6UwBBBuCDiCDrYWIOIIOYIr7GcZrdIMUPcR9JbJEUk+Qr/KjxeuWZPFicSdhmCRwxjNjl0jkFG81MCI+qJMcXGOpW7DnKFz/QdZwIzBrS7vGNyMPWSrRSjkcjtSXEEW9iPgKlcyaRMckHH4LUQsBvPEniT9PdSrKcQVOBBFTP8y49hs+gaiXssf8AGQe9tjRyx0fSExKFswQc1O8Ucj7BQZdDlRF4IWH91zb72ufRpY1PN1IFQ6ZE0l/ZCtq6oeZYAU0HVaJCzG0cOyRYqRcEV9zFPFaHtw9rzXOgbEEWIP0T7fqpzuxsK/yofixqwuVGJtxJxJ25VseIOYI4EUe1DLkJFpQBosh/l69GeKVPzBPc1WiiGyMET2nY5BamPQjjHqxrmAOQp7NPLvdvqGUdFh8RzFF+nos4wPZ9zCox2hkJF+2uxG3SgnX14n3EUtw7RYq9jYMOFxq0lwZscIocye/VpxaQcpPaFaCAnNoz6ppNJjmkQZSiP2G5GgLAZWFSoUdbkXBFiLioQl452vIhIuUSSj/gS9k+HHZI9e1nA5MLGvsSAOtD2omB/Q2NcJFKnyPpSbAAXJNYdqQdUPAvavsRAvQ9ub5w+WVAbL6QUnQ7wRuNZMpwZDwYbAuYZd8b1A/dzDKagX/eQe1q/tGZI44hn0VIYmsXmce1I+ewg8WO4KN5NF+ho2jpj0AfialA66UZL9xPqOTzQ7mU7mFBuno2kpgHA+I3ikHbj3SW9pNmRxFo0IzklfIUiWcOLMC7atGX5Qh4GPE1pD/JnHES5a4UJVftMcAK0qfLMu8h+JpADIzICWkOJYUBYbZzDAEHwNcYwYv2EVyYMK4PFXMsK5SV/qpX+qlc5Fr8bfBa+5GX+K19wKnvDVxkdjX/AK0C+4ehg0iKT+igB0kOTqcbOKRQZYD704jYgB6p/tjMoa0aU8ijKbFSPeDUnYGhoM349M4BKmHRuPUgTdHFsJ5sdyqN5NdPo6PoyXNr+9jUoxOYiB9hfqV8jkUbcyncRQfp6NpSYA29xFKPCYDeuyY+q/tCBPWePdInNaPA4g8GG41pQs4H+FGa0WZJ5X3KIyG8216NaSbnIchWh4Jzlb6SM2kYKB4mlzOjQsyjvY2FcR0Wp8mHuIOsaM8n+326j0VY0n4iLsBX4ioGDI6+9TkVNZI+ST/9NsWtpzj+7iXIFzuanHz07es5+A2MkT2nbgopnC6NoyYhb+8neadc8xCDuT6nfdwPEHcRRe8OkDAg5gG2TVlHpBwEnJ+B2X9abRXMZbvGVeArfbEseLE6oIywH2jkFHMmtKnJIGbPIcgPdSLeVh7UhxJ2okLOxyAFNojiCHcArD6DArP1cAMkjRji7ihOokM560BXwJs16AAAGXICtMDdMDdKtPo3XdzIwXXNBJH+YEVos8yM7kAL7dI2H9pz3jRP9Le9XvHKL9GQcVrARaWc15SU1uizOADfK2qVy79BQvTY4lmtmTsP/dQKe03/AEKkJEcS+pGPgBTqBJLuX7qfVMi2dGFwRWbLm8NYBJs3iHxWpFBR1NwQd4O3DaWfm5yFaFinOVtv+zF63SptzyCpBKnmhOtwLmN2jYWN8CpBFTxPdJNJZwpSngDxF9xTMa4H6BdiQxcVEQrMNJEQDeIpl7cXTEnRPC416KDO67nDnoWNToGXxzB5jW6lWG4gixFaPO8Y5gHBqEfVy/jj7JJp5+tCICWAsVrSQA4GUSDJNjQNPbq4XJMILEr0uhx7NAWG4AUoJ61iFMZyBU8aEhCaXKpjDqDYFVzpBhNNj0PwDJdnI70i76dgZp39VO/4CnA62c+s/wBWZvo2StzjoPabRZLjEfqrUo+chbB0OzGCI9IgkMbqPDMU7F3cA9b4rSi85TPrWxN9QBJNCV4w5FgxQ2JGvTsCVzhjNDQpnke2MkgTOjpkKeDno7EuiS41o+kASDl6riiLg5gg1HGRGOMjYKKmgSeQHMGUdIA8yCCafTZD/wAVGxocscDt9i3Y8iwNTEvo/JxmmxpkNm5yRYUb6QW6oSSbkITICpbl5w6gv3kANR7UMwkYrIvMNUKdIMMBKmudBL4gCT3PULBXkQHqyx3K2TEb7VB/do7Exg8ehkTsoLs7mwA4kmsm0jJ35JwonGU+tJySl3DMneWO8n6uA7GkKMe5+K0GJh0iI9l+4+8VkJxhG/fwpgCCDcEHIjZGWlaO3VyeNsGHfS5TQfNT97oK0pxG5LXdr+zyFQRhb8TmT4nU91gi3u9acvSkSSUxTx8h7IqWCSO80RMTFhksiVFPG+7CxB2IdAP6rJWlW0hP4/W/WoB1EnfHlXS+U6WfuDdSdUg5WjFSSzP/AMyuuCJ5G7lBJr+1J3DnkK0ScFHGBJU3VxyNEdGZB7EgzGvQ2Wde4YNXWiOX8El1JOrRJ0YNychKVJjJyXoEasAkKsEvc2xLZAZk1MwYwICIUsAoHFrClFlVQFAHAAbJHZ0dD2vHhRf5nRYrkeAGZrNdFzRfx0AAABYD6wcWKuLihcmA4yL+DjStZ9GlwCnkTitAXaCTB/DiNpVYCYAg9oWJIGqIkduCQByPsNaxBrQXCaJBwbURSSuvAYEjCpYI3/MAdcGge9VrR5TG/wCCWjD8pHIxYPWmzmODlClDSnX8vZoxu353La9ItAv8edRwL00jDS9tu03qA1CvRnlbRnSMp7JJNaaQh+5J7J1yoyOOKsLEVBM8Z5gHBu40Ygkv44+yaMiNpDxYpGF3FqnAErjJR9hNtc2c1kZ29c91M15NKlub929qYWed8Xb60thPGAH7m40huukxezY3BYDFSKwAlylHwavajydO9TtEWIIuCDuIr/N0RzAfELgaAAuczzNqUnoTaP0dIDAHMgEEVJpErgNgQCxIBFDRI08Yx0NaQBP2VLAwT8YxU+dTsYAMietHQKnvvY1BEqX4kZk0+mzt4GQmjoUDfmUHXLpXWzD7grgihR+gqVGR14hhYioXsrfbU4qfEVooWOfnwfx1IL9CJC7tjYBQM6lCf35DSNYWv0Eq9zC0hSAnj0FoZJGoUeQ2kF2Z2CgDiSa/znwjFeSxg+QUVn1I/ul+LUoAAAsABkAPrYixFH7A+bbvWkPY0mBj0eGDDKv8xbLKPg1b4W7Mg8D6C2boC3gaD9JtF6YlhYHMdFwbaity8JjsDlazEGtOe6GOEylBfKnHqSoY3G6zKwuKgczQMRZWabIL3VHg6NOgZTzBNSSO/wCck0miQi4PBQNVj2pHCDDma0eExQSJGz+zbJQTvNA5yQvFfmOmBcUxIbpzCJUAyORJvSR9ACHpubUy2fqIgnvLUzX6c7At3dkAegGbuwUfrW6aTBKJusSA9BN1wBgKz+TxH3vS5Kot9dEEEHEEHMGvuAGMnmlLlNBdrW4gC4r7E3reD0d0mMfg9MLh0YMCOII9Icy6BiRwxrj1CVGysjqCOiV1RX6DyRhil8+iTlehkALejFx1MXbe47sq3Sy9t6yLm5VORJIC1/kQ5eLGt4QWueLHMn6/P+NF2HrdHJ2HrxVXt+jVxHzb1wlXDzWvtRuHHmCfooHcAKHsQ3lP/Gt0k5+C0+UMI6IPgmdcZvW8FFcZMI/BBSCyqgCgDgAMB/4GRYqwDAjmDXGA9D/jitfZkBRqTKWG7Ac+lGTQ9iZRJ5k41xhcp+jXri6XHmhavvuIz5PauKsCPMejAzyFcDKt64RRn3tXGZwn6KGr7ifF6/jkVT7gK++3SbyWv9pPJat7CgE95/8ACvtMgLDuNf8Aqk+D9KtySxfFTXCOUD94WuMSlz5oTQ9lnlWvvKj/ALga5wpXOM1+CT/51+CT/wCdco2+LVyirgsUY9y1wjdh+i0fadJCMebVxkkSv/WplrvEa1mGkHWnze9DIAW/8TP2kDe8Ucz1CVyS1ciwr8T6ucKmsLdGJRllkKGQAsP/AOOf/8QAPxEAAQMCAwUEBwYEBwEBAAAAAgABAwQREBIhBRMiMTIgQUJRFDA0UnKhsSMzQGFicVOBgpEVJENQktHwcMH/2gAIAQIBAT8A/wDkoQSn0xoNnzPqTiKHZot1EhoIG7rpqSD+Gmp4W/0x/svRof4Yp6WB/wDTFPQ079yLZ0b9JEj2dI3S4ujp5w5j/sYRGb2EbqLZxPrIVlHSQR8hVmxd7c1nD3k7s2rppAd7MWuGYeXYkpoZOYqXZvfGSkhlj6h/HRxnI9hG6g2ezay/8UICLWEcvaJmIbOoGb0shfkrX0UAsxytbxYVo8AuPUqGZzHKXUKmOSNxdtboHK3Fi4iTWdTUEZ6ho6lgkiexD+Lp6Ez4j0FRxhG1hG2JSuUu7H+ok8coSCTFmH/vsxaVxfE+EOksrfthJxTAPlqjb0eqzeEkb5pYm7ueE5MMZE6o5ZjYnfUcSETYmIVUUHMov+KdiZ7P+HACMmEWu6pqMQ4j1LAiEWuSjnYjyuOX3fzwnCaKbexje69OlbqhUFUM2nSXYmA46lpcui9Ijte6gF7mbj1fRO7NzUbsdQbsXIVWw7yK/ibVUJFJxF4dMK+TQY28Spot3EI4Tz7gxvqxIDY2u2FRShK3kXvKWE4iyl+FiiOU8oqnpwhG3i97A5mYhAdSU0ksVQJHqKZgkYS/mmUh5RcvJM4EI+RKOBmqyIelm7H5JgBtWHHIF75cIYWizW8SImEbkov8xVkXcONR9pVxh7qsItdRTsROz/8ALuwliCUcpDop6Y4S16fwcURynlFQQDCFmxOL7QZG5qpgaWPXqVFM4GUJ4E1xs6jp2FrZiQiwtZhTfkmA3TQv3rct7y3LLcity3vJ4fIk8Zsna3NfkmhATzCNsYjH0kzfuWQ5tS0H3UwCI2ZO9kzs+rIwaQCEuSqKcoS/S/4EAIyEW5qngaENOrxYMYu9mLsVlPxiYdahaTIO854MLvyQxN3phZuXqXYX5oomfkiBxwO+Qrc1T0gR8T6ljVVTRNZupUhTCOY+l0z31ZSxDIGUuSmheIyF/XsqKm3Y5y6nxqoT3okBWv8AVNUVML2kG6irYj8VnQmxciVkzX0ZBF3um09cUbPyRM7c8Hdm1dVVWMTWHUlDAZFvpWuyCWMuEdVBnzyM3R4cKmBpg16vCiFxJxfn66hp857wulvr2JQzATf+uo7zMzHyH6qWjAjHKNkACAZWQg5IQYWt+BdmLR0YOKdmdrPyT0oBNnLUVIzkFhUUQANhFMzM1mV8K+nu28Hn4vWxA8hiLd6iBowEW5IiYWu6imMisYWxsYzkwcib+yZAGZ0zW0b8HbudSR21ZO19HW7mY8rHwIRyjZkRiDZiKzKasIyyxMojzgN+rxJxzDZ1Uw7qQm7vWbPhyi8j9/ThUmwFG5dKOrhAbs+Zb+rl4gGwqlmM2IT6mX5oBzOmazWb8Lz0RhlfTlhPVbrMzjr4U0dRVPmLQVB6PEOujsoJ2kqTy9OXCth3kWnUOvq4weSQRZALCIi3IcJIwkHKQ6IKGEHzc0Jxs2hCo2Z5CNkzXeyEcrdopIw1I7IDY2uJcKfTBiF9GRPYXdQnvIwL3hunIW0fF3s13QSxH0nftO12s6Icr2UsLSZXcelVVTuuAOf0UNO0kLb1tVDTxw5so41UW7mJm5P6rZ0XEUj4NMzyEHlidKBEJcnTWZRD4n7M+0IIvFmfyZPXVdSeSIcqipAjZpJzzF+rkyac5dIB4fefl/JBFl1I8zopzqJXhi6W6i/6QAICIs2ile0Rqie9ND8KkADAhdlHOcErQy9L9JIgYtb2/ZEc0PWO8D3m5sjgp6ps8RZS82RT1tGdj4hUG1IT0PhdCQkNx7Eg3bAoP8zncczP8sWMX5FhtCPNHmbw+qpI93EOFTTyjIRsWj96GWria/U391HtAX0MbKI3Mc3n9ELXey5Y1FZFAOpcXu96qa+abTNlHyZU1LJUGwjy8Tp3p6GKzc/m6ihmqnaWfp8IIRYRZmW0KpwbdB1n9FR07QxCzdT9WFT9xJ8Lqge9LHhWU+/hK3UPStnVTyDuj6x+mE9KYPvacsp+IfNQ1EVULxyDxd4qsojgLM2oKCrmhfhLT5Kl2hFPZi4S8uxINnTvbVDUGZ5QDl4nVdIQRWHqIlDSWBicuNRHmAXdGLEJC/iRi4GQv3eogDPKApkUgA1yKyeqp7amiqYoyvGVxfwpxgqAuIjmQszCIt3KEe/Gt2i0fBF1fRERGTkRXdQQnNIICieKgp9Of1dUkB1Mm/n6fDhKbRgRvyZUQlU1ZSl4can7ib4XWz/ZQxq2elrBkDkWqjNjASbkWFfSF9/FoYqlqI6qIo5OrvVZSlBI7eF+lNdtVRbRdsscxae8mfNq2EjXbCMhBzF9HzKrkaWaMBK6Nj3bMHNQRFGNnK+FcGWe/n6jZ4XlcvIcKinKcrOVhZNSZOoM7fkgjpH0ccr/AJqOKAS4G1wFrDbDaNdk+yjLXxEn1woacaaB5T0dx+SuddV28DfRADALC3SOG1prRjG3f9FsuLJBm97Gp9nl+F1s72UMdqx54GP3VsmbNEQP4fpjVxHSVAyx9Lo2jraW7c3+qIXEiF+bYbPrnjIY5H4foueBNYrKWAZW1UVFFEWbqfsbSC4iXqNmjYCLsEAF1DdQxNHmt3ko2ueFbVNBEVuotBTu5Pd+eFDBvqgWfk2q2pUZRGEe/qWy4MkOd+ovpjXybyrJm7tFCGSIA8mbGq9nm+F1s72UMagN5CYeYrZ0mSqEfPTGsgaaAm72+q2ZUPHNun6S+q2rBlkaVvF9cdmVecd0Rat9MJWs90RMLE7p54h5kirYB8V0e0Bd7AJIXuLOq4c1OXqKFrQM+E1THF1c1/iQ36FFPHK1xLCFtSfCun3tQXujoOOyossJyef/AOKV3qKv4iQCwiLN4cCewu6i+1qxfzPsVfss3wutneyBi6L7Ord28JpuTY1gPBWE4+eZlUs1RRZm93NjBI8cgm3cozY4xJvEpW0ZE1xJkGznLUpENBC3PVNTQs1mBCOVhbyUw5o5G/T6ika1PGjKwE/kgoxLjk1ck9HByyIqVoXGSMrW8KZQtoTqrk3VPIXYZ9xQafw/mtmhmqhfyu+NS+WCR/0utnterj7FX7NN8DrZ3sodiua1XIqcnKGMn93Ha4faRktmlnpHF+66kHLIQ+T47Lkz0zC/hJSdJdhzBtHJM9+SLk6LQn7dP91H8LKQbgQ+airBbhk0cU1RDz3ikqAk+zDV3Q6MouhbUK1NbzLEeplX6URW/Stkt9sT/pxr3tSyLZjXqm7FX7NN8DrZ3sodjaXtR/yVE96WH4cdrt9lG/6lsguCUVVtlqZG/VjsYvvW/ZG3CWDShcmcsrst7H7w/wB0e4PR3F1TCwiTNyzJ+TqTrJu3B91H8LYT0cc2vSSbZr31kUFNHC2nV72EXQtqs707fFiHUy2h7EX9K2Q/2xt+nHaDXpJFsv2r+nsVfs03wOtneyh2Npe1H/JUWlLD8OO2H+xj+JbHbhmf9lWPeplf9WOx21mf9kb8JYSUZTSGWbKv8NL+Iv8ADS/iKlDJGQ5r2JPydSfeF26Z7wR/C2LvbV09TCz2vd8IeSrg3lNIzf8ArYspfttn3/QtlllqrP3i+NW16eVv0utnPaqD+fYq/ZpvgdbO9lDsbRe9Wf8AJUrWghb9LY7YPWIVssctK5eZKcs00heZY7JjywET+IkfSXYkaV9AIWUEbxjYiu6Lk6Lqft0T3pwwAZpDJ3kJhErK2lkcMZD08ShJyAbqF+pk7XZ2VVE8U5B/bHZsjHSuD9yG9PV6+Ek2rNhILFGbOqX7OrD4+xV+zTfA62d7KHYnvJVm3maFrADY7QkeWqs3dwov8tQ/sPzV8AFzMRbm6gjaKMQbuFSvYeyz35KV8sRun7ezivETeRYRyiDkBFZ/+08kbczU9aDNkDUlTi4xDm5qN7HhtOl3gbwR4hx2ZPu58r9JaLatPYxmH9iWz597AN+odMaoXhrC+K6AmIAdsav2eb4XWzvZQxkJhjMn8LKiB5asb+9fGolaKEjfuVBEU9TnLpbiW1p24Yh/csdl0t33xf04TPyZTnkiIlFXw2Fi0R10I8uJFWTG9hGwqNsoCyrCy05+o2cdjIfewnphmbyJPs+TlmVPQjE+Yiu+DPrdM9xw2jQ7st7GPC/ywZ3YrsoCCspchfz/AHVNIdHUvGfS+ibDa8OoSt+y2fLvKYP06Y1Ps8vwutneyhjtGTJTF+rRbIi65X/YcdpVDyGMAf8AnUMYUVLcufMlLI8shGXfhR0pTnfwNzQAICwj04G93UkbSMLPyR0cJeFDThCfGOYS8XkssbsLNhtE7RCP6vUUx5J43TdqJ7tbAhEhsSrdnFHc4uIfphR1JQSM/hfqVVThVQjJH1eaoKp/uJdDZXVVDvoCDz+q2XI4SnCX/nbGp+4l+F1s72UMdqSPJMEI931dU0LQwiHlhXVbQR2HrJUFI7f5ibqdbQrN8eQH4R+eFHQnOWZ9AUUQRgIANmbA3s3YdmJrOo4nGUrPwt8sK8802X3fUNo6pz3kQl2eS9PijkEWfN7yZ741ezAk4o9C+SlhkifKY2VFXFAWQuh/kqilCoYZYSsfc6pqp3fdTcMg/PCuheCYaiPz4lDK0sYmPJ8Kn7iT4XWz2tShhNKEURGXcqCApZSqJP6cKqrGFrDxGXhVPSO5b+p1f3VXV+a8UT8Pe6ADkewjmdUuy+kpv+KERHQWxlrYd7unLVv7Jn7JPYXdSnnkIvP1OzpdCB+xPVxRaM+YlNVyy6ZrD5YbNqd5Fuy6h+nYkiCRspjmZT7JZ+KEv6XUR1dEViB8nyTFTVoa6E392QvPBoXGHvd6vFMBDzZ1Bmo5N2X3RPwl5YTNeI2/SqNv8tD8OErFWSsDaRD1F5um3cQC3IRRSzS8MI5R95//AMTRwUzFJIVy835qoqaiqfJED5VBskns8pW/Syhp4YWsA27FXUNBET+J+n907u7u783UNVLFpmu3koKuKXTNlLsVsmSErcy09VTybuUSQvdlLURxNxEpq2STQeEVfGCYoZBMVBKMsYmJaP2XEX0dHRwk+Zhyl7w6KMHEbOWZZAvfvRAJjlIbso48g5WJG1wdlADhBGL+EWUgZ2y5tEIiI5RGwpwB3u4p2e1mXoUTlmPiL9SERFrMPZMxEczqtqXnlv4W5diCtkj0LiFRVEcrcJYVsueWzch9XDMZ0xCBcY/RE5O931fCnpzmKzcmUmznYLiV3Ts7aPhQ1ZQHlLodCQkIu34baNbnJ4oy4fFhHGUhiIr/AA3h6+JSRlGZCWAkQvdtEFRINK5nz8Kd76v6unkeOQXVVEwnmHpLDZxjlIe9cmU5CUpu3JyxoK94naOTUPohISG7dP4Svr7XiiLXxFjQGIz697aYV5iU9m7mwgjeUxZVcrEQgPSPrachljKE/wClGLgRC/NkJEL3F7OiqJybKUmmMMRSlkFuJGJATiTasqOvOHgLUFFKEgiQFdvwJGIjclW7Rc7xw/8ALs+kzWtvHX7rmntTU9m6z9cJEJC7dykFqmLeD1j1diOM5DEBG7urQ7Ngv1TEpJTlNyLUnVibmoKiWArgSpa+KbQiyl5evqKyGBtSuXuqprZZ352H3UIuT2EVwxvYhu6pqijmtHNAI/mq+h9HLMHQXy7FNEwDvpOTdKlleQyJ/XwynEeZlUQsQ76Lk/V+WDavZ1D6PQ0++zMUhKaY5jIzLVbLjDLNI45iAeFNKc0rMb3YiUoMEhCL3t3q7sqfaM8WhcQqDaFPLpmyl+aYhfl6qatp4ucmvusqjakp8MfCPzRO5PdywpKhqeUCyXZV9IEgekwas/Vg8++2YefmLsONPBnfMWgCqifePlHpHl+Bp53iez6i/Uynp2tvI9Qf5YZncbPyUUN4zkfkyoJ91UD7pcJKvi3FTcNGLiFCxEYsPMlXU9PBFExN9q7YxVE8fRI6j2tK2hgJfJBtaF+oSZDtGlLx2XptN/GH+69Npf4woto0jf6iLa0DcsxKTa8j9AKSsqJeqTTGmETmjE2uzlZVlAcD5x4gw2fW7ksh6xl8lX0OQmki1jL5IpbRNE3Tmv8Azwgp3le79LKonZ23UfQPz/B09Q8T2fUX5spqcXbeQ8Q/TADcX/JU/ooyNIZlprlsq2q9Jlzs1m5CtlQZjeY+mP6qsn39QZ93h/bGOGQwM2bhD1NPQlNEcjH0+HvVFHTSybowK5ciuqqHcTnHe9lG9jF/J1BVnDKccjZorv8AyVXQC4b+m4gfwp2duaOplKIYs3C2EFM58ZaAynqGdt3HoDfP8JZQznE9x5I4Y5xzw9XiFELi9iHXAbO9nUk8MWzxjhK5F1YOzs9n5qMHMmZlSkB0dVGLaCL/AM8KBxeoFpOjVbTgGKcSBuEhWzKSOYy3urdyqmAZ5AAbMJYT0TegxSD1CPF+z4bIltOUb8pBRgFLWE7l0lwqqpZiD0nOJiXeyZVWZ5M3c4s/92UFZJABCBdXyRmRvmJ7um15KKmYB3k2je6pql5OEeEPL8OBmD5hKzoZYp2EZdC95S0xx69Q+9gxO2rKGeEeI4rl4f3TMRm7tq7o33A7vxP1f9LZJCQ1I2twp2sTqm/1X8o3Un+Y2bGXij0WztKnJ7gfNVT3qJn/AFOohzyAPmqScmqpQMeA9NVW024mIfDzFQG8UsZt3FdbWjzNHO3iUdQMVBJEfUfT+zptEUhna5csIoZJHsIq8FM2nGallOV7mX4qKpkj05j7qyU8/S+QlJTyx8x0w5Jyd+bqjrBp3J8nUpXFzIh5OoWtHK/mKoaoYY6gS7x4f3WyWvJOZeSld94bv5qlEsxG3hF3XFm56qpqKeeljEz+1FaM6OrmMBjzcI9yd788AhkPQRTQQwteUrl7qkqydsocI/joquUNOpvzWakm6uAkVEdrxkJMiiMH4ht2WI25End356q78uwIGWgjdBRSlqVhb81lpIeZZ3R1kjtlDhFO7u93/wBhEzDUSshrZW0KxLf0p9cWV/yW6pD6Zcv7r0IX6JhdPQzdzi6ehn8vmmoZ/d+a9Am7yH+69CtqUorc0odUt/2W9pA6Y837oq47WARFFNIfUV/9pYibxLeye8/91vZPedOZvzJX/wDlX//EADwRAAIBAgQDBAgFAwQCAwAAAAECAwARBBASIQUxQRMgMlEiIzBAQlJicjM0YXGCFKGxJFCBklNwQ8Hx/9oACAEDAQE/AP8A1JegrHlQiJoRDrQjStC/LWkfLWkfLWlfloxpRiHSjEelFCP9jCk8qWLqaCKMhncZX7xVTRiHSipHP34C/KliHWgAO+vjtkOZyfltSNcWNE27rRg8qZSvP3tY77mgAOWd97Crb90ePIczkeYo+i96PPInakJOdqePqKt7uBflSRhcwcmBBuK7Q9VpWDdwgh71cUOpy6mnFxSG/PKQ+EClFhbJmtQyZA1MpXn7qqljYUqhcr9KJIO9bHIm1c6C2a47thRytbIC2Q3e+bbuoyByI1bGmUqfc1BY2FKoUWGdt70wuLUht6JzC2yLKouWqXiGGj2L3NPxmIbIjGm4zJ8KUeLz/KtDi8/yrS8ZlHNFpOMp8SVHxLDPtr0mlkjcXVg2QAGQoH0mJq1+dDMi+xp00n3EC5tSrpHedb7ih+uU+LhhF2ap+MMdQiW31U+JmkN2kY+xSaWM3RrVBxaZNpNxWHx2Hm5NpOaoBmzWpL8zkQCLGmWxt7hGtt82Xe4rUw50HBzkkSNSztYViuLFtSw7D5qZ2Y3ZtR9qCV3FYXiksfoybr/eoJ45l1I182a1Kt9zVx0ocz5ZMuoURbb20a33PcIob86ZAaAtWLxkeHXdvSrE4qWdrlvR9xhnkhbUjWNYLiCTjSdny0AG9HfagLCw7kq339qBc2oCwsMgfPK1dcsbjVw6Hq58NSyySszO1yfc0Zla67GuH8QWVezk8f8AnKxyJtRe+woZOtj7SJbC+TG1FwK1OeVIb7HLGYpYI2PxVLK8rl2bc+6qzK1xXDscs6aG8YyZ9NWLc6XSKDXO2Ui3Hs1FzagLbZEX2NBAKutDnepZFjRmZthWKxLTysx/j3lRm5LemQrscyCOdLvTrocr5UATyys1AXNhTI68170MrROrrzFYXECeJWoi9M1thQW43oKByzcWPsoh1yv0z0jnlxbFan7JW2Hi7sOCml306Vr+kw2HXVK16kxDSHRCtl/SjEqbytv8o50z32GwpYVhj7STxHwrTMWNzUXjT7qxItM/3GlYqbinhEsfaR9PEtK5Xbn+9KkcvhbS3y9DSSzQHS63XyNLDhcSLp6LVNw6ZN19IUQymx7nD8V2MqqfCaWrb37sguL+yQWXJlN71dhvQk86U3rFTiGJm/607F2Zjzzgw0kx2Xb5qw+Bii3IuaxGISBL9T4aAnxkl/8A8FSSx4dezi3b4mom+5rBYcN61/CtYmYyysT4fhyg3lj+6sXtiHywsvZSg/C1Y3DhG1p4GyhxCMOym3HzdRUkMmHZXRtS9GrCYwTLpbZ6mwsUvNd6xGCkh38S9zhmJ7WGzeJdsg1zanNhtQTrQ5UReiLbewQXIyJtzrUPmokDcNVlbllxfEapFiHIZ4TAF/Tk5Uiqo0qthU0yxIzGgJcZN+n+KxMyYdOxi8XxVzpELuqjrWLIw+GWJeucH4qfcKxn5l88MRiMKyN8O1OpVmU81yweJH4MvgNYiB8PIrofR6VhMSJkHzDnRANYvAA3eP8A60QV2OXDZ+yxC35HIECnNyoFH9KAtlKLH2EQ3vky6q0WoBKAHSnNlYn4axEhkmZj1ywOC1HtH5fDQFhYZYyZsRL2a8g1WXB4a/xN/mmYs1zzy4ZFqdnPSuISa5iPlzw/48f3Csd+ZfPhsmmbT81cSi0yhx8WeFkXEwNE/iFIZMJiLeX+KRgyqw65Y3B6gZE55KbEEVhJe1gjb6aIvQQDuSjYH2EQ27hA60BauISdnhnPn/8AeWDw5ml38K+KgAoUDlljpuzha3Ntq4bBqdpD0/zXEZtcukchngk7PDX896lbXKzeeeH/AB4/uFY38y+cLaJFbyasemvD6vLfPCzGKVTXEIA8far4h/iuGzak7M9M8fhuzbtFXY5cHkvEyeVcquBRcCjJ5ZSC6ewjHoZFgOddqKBB5ZcZe0aL5tlgoeyhXzbxZ8Sk1yqnlUYEGE/ZacksScl3YVJ6GEI8l7mG/Hj+4VjvzL5il9ZhP3Wm554Vu2woB/asOTBiwD81s5ohJGynrTgqzKfhrg72mZfmXIJfnQjFBQMj4fYJ4RR2oJ51pWtNtxlxlvWov01h01zRj6qGZ9bjP3ase2nDkeecC6pUH1CsebYZv+O5hvx4/uFY78y/cwZvhkqZbSSDybPhbbOtY5dGJJ87VE2qNT558Rj0Tkj4q4a2nFJ3L1zyPfXwrR3oP51daLX2FCuLm+JX7a4cLzj9M28JrBC+LF/1rih9Wg+rPBi+Ij+6uIn/AE/8u5hvx4/uFY78y/c4f+XWsULTv9xz4WfWsPprii+sjNYQ3gjOfFBuhrBG2Ji+7K9XWjY0u1Gm5t318K5MgNdl9VKoXLiw/wBT/GuGm2I/jm49E1gj/qx+5rig9Wh+rPB7YiOuI/l/5dzDfjx/cKx35l+5w/8AAWsX+PJ9xz4YPXMfprip9NBWEFoI/tz4qfAKwX5mL7smS5vXZ12f1UosKNN4j305LlbLUKFcZW0yH6awj6cRGczypPV439mriK6sPcdM8MbTIfqFcQF8M3/Hcw348f3Csd+ZfuYEWwy1ObzOfqOfC13dq4i2rEAeVqhXTFGM+JPqmt5Vw9dWKjHcN+lAWGR59+PwZC5ORFDlXGk2iah6JrDSiSJWz4gnZ4jUOtH1+E26rR2JGSGzoaxA14V/t7mF/Hj+6sd+ZfuQ+rwo+2mN2JzwKdnh7nrvSevxf7t/bN2CIzHkKlcySM561whL4lj5L3jR78R2yBHLIuBsKXlXE49eFJ+XfLh+J7OTQ3hOfEIe0i1DmtcNmuGiP/FY2HspmHRt88M3a4QA/tTizMM8OfXx/cKx35l84xqkVR1rFt2eFNvK2cEZklVB1rGSiHD6F5nauGQ31St/HPiOJ/8AiX+WXBo7I7+bWomwoSA0XAouTyXJzZfYRHe2TKGrsz81KgG+UqB42U9akQpIynplgcWHHZu24yYAqwNSo+FxGpeQrEIuKw4kXxLnwuTxRn96xsejEMP+c8P+PH9wrG/mXzwEeudfp3riku6RjPh8IRGmeppGxWIsv7CoYxFGqDpljMUsKWHjNMxZrmhWBi7PDIKteigNBQDVspeXsENmHf4tBom1jk2QLK1xWExweySbGr1isOJo/qHKsNO2HkKP4axmHH40fgOWHlMUqtXEYw8aSrnB+Mn3CsZ+ZfPh6COJ5WqeUyyM565YPDGZrnwrWMxIPqY+VYHC9mutl9I5YrGJCNI3enkeRyzczlgoO1xEY6UBpAHcAscpTvb2Km4U97iESzQsB4hXLPDY9o/RfdaimjlF0asZgllXWvjqDENCWjlX0fKp8OLdpF6SN/bLByiWJoHb7akjMbsrdMoPxY/urF74h8oYzI6qOtY2URRrAn8soMMZTc+io8TVNiQF7GDl/msFgrWkkH8ad0QXZtNYniJOpYv+1Esxuc+EwiNNbeI98m5v7GI7W7jOFppCcsfh+zk1KvonuI7odStY1BxMjaUVIuGxQurDVRWfCt9P9jTdlLuvoN8vShrjdSNitSlcSmtdpB4sojZ0+6sT+O/3ZRFcNHqP4rf2FEs7MeZpUjTeRv4ii805Cotl8hyqGCDDjXKw1VNxNRtEv8qkmklN3a/cwsBllUdKUaVsKVyKVw3ckNhQ9ihscmYLzppCeVfrnPCJo2Q1JG0bsjdO6GIpcVKBpJ1D9d6Ygm4W1BjSsVNxzp21G9KbMtStqkdh1akfSdXWixY3Lb0GI2Boc7mv6mQDSh0j9KLMxuT3VBZrCsHhxDHv4j3FkI50rBspGubezViUsOdE355KuqjFttVrZY3CiZLr4xTAq1j7tgMHp9Y/Ppkq3Nq7L9aYWNsgbUGIS5rn7NG0tepFsbjKI7Wyfc543BiT008VEMux90wWCvaSQbdFq2UZAOUp3yRbmpGubD2qEMNJoixsaBI3FFyc3cKLmgQRcVi8EsvpLs3+adHQ6WWx9xAZjYVg8BbS8n/Xucq1vn4Et19sDbeiNYuOfcZgouau2If6RSgILDlQIPKp8PHMLMtYjBSRbj0l9vBhpJTsu1YbBxwi/NqJtua3cbGwqRJU9JGvUE+sWPi7iLb0jTG5v7dW0m9OtxqGR25U5eaTTyApECCwrEsfRXoa0hUuvSkYsLmrA1PgIpN12NTYGaP4br+lFSPZRYWeTku3zVBw6NfSk9I0FCiwXKWPUttVQyFW7N8gmjEC3XNFvueVO19hy9xRtJ/SnT4hlYXvTvZlUVMmpDUD649+lEgLvUMju7W8Ob4aGTxJUnDIz4GtT8MlHhZTTYHEj4K/pcR/42r+lxH/AI2pcFiD8FLw2c89qj4Wo8b3qPCQJyXegByykJCMRUU4cWPiyxEWoal8QqCa40t4qC3bUckS+9O/Qe5o+namS+65EXFSayNKrUMWhbViXsNI5moU0IozLhSoPM5X78k2hlFudTM6LqBqJ9aq1MLqwpogyqw8VRT2OiTY1e9LGgYtp3yRL7mnfoPdVYiiobdasRkb9KVC0zM65A0zWF6kussbNlP4NudYdyy2PMViZWQLpqK5RSTzySY9synkcsUt11DpQJkiAAqKVR6u1jlGRa1PCrlSaCgbDJUA3ame+w5e7g25UGDeLnTIRlamRzsG2rZRQGs36ViQQYyaXwin+EfVS+rnYdGqfeO/m1Ri0a0xsL1Kg0Kw5ioZNainXUjCsK1tSGmTVMrDkMlULyyVC1einLnTMW5+82pXIqyNy50UIzAtyqaIv8VLcBQac3ZRU0WpkIrE2AUCk8K1IRa3nW2mo43SRiB6JrnQhUHV1rlkFJ5VpRfFTSeXvwciro3PajGeYoqw5jukA86Atyq2d6AJ5UIz1qyL+tGQ9K5/7CCRyoSnrWpDzWtMZ+KuzHRq7M12TV2bV2Rrs/Nq0xjm1aox8NGQ9KLE8z/tNz81am+atTfNVz83/qv/2Q==)

***LAB Assignment* 4**

|  |  |
| --- | --- |
| **Name :** | Noor Fatima |
| **Registration No:** | SP23-BCS-109 |
| **Course:** | Parallel and Distributed Computing |
| **Teacher:** | Sir Akhzar Nazir |
| **Date:** | 12-10-2025 |

**Part 1: CPU vs GPU Model Training:**

import torch

import torch.nn as nn

import torch.optim as optim

from torchvision import datasets, transforms

from torch.utils.data import DataLoader

import time

transform = transforms.Compose([transforms.ToTensor()])

train\_dataset = datasets.MNIST(root='./data', train=True, transform=transform, download=True)

train\_loader = DataLoader(train\_dataset, batch\_size=64, shuffle=True)

class SimpleNN(nn.Module):

def \_\_init\_\_(self):

super(SimpleNN, self).\_\_init\_\_()

self.fc1 = nn.Linear(28\*28, 256)

self.fc2 = nn.Linear(256, 128)

self.fc3 = nn.Linear(128, 10)

def forward(self, x):

x = x.view(-1, 28\*28)

x = torch.relu(self.fc1(x))

x = torch.relu(self.fc2(x))

x = self.fc3(x)

return x

# Step 4: Training function

def train\_model(device):

model = SimpleNN().to(device)

criterion = nn.CrossEntropyLoss()

optimizer = optim.Adam(model.parameters(), lr=0.001)

start\_time = time.time()

for epoch in range(3): # 3 epochs

epoch\_start = time.time()

for images, labels in train\_loader:

images, labels = images.to(device), labels.to(device)

outputs = model(images)

loss = criterion(outputs, labels)

optimizer.zero\_grad()

loss.backward()

optimizer.step()

print(f"Epoch {epoch+1} completed in {time.time() - epoch\_start:.2f} seconds")

total\_time = time.time() - start\_time

print(f"Total training time on {device}: {total\_time:.2f} seconds")

return total\_time

# Train on CPU

cpu\_time = train\_model(torch.device("cpu"))

# CPU training

cpu\_time = train\_model(torch.device("cpu"))

# GPU training

gpu\_time = train\_model(torch.device("cuda"))

speedup = cpu\_time / gpu\_time

print(f"\nSpeedup = CPU Time / GPU Time = {speedup:.2f}x")

**Part 2: Effect of Batch Size:**

|  |
| --- |
| import torch  import torch.nn as nn  import torch.optim as optim  from torchvision import datasets, transforms  from torch.utils.data import DataLoader  import time  import matplotlib.pyplot as plt  transform = transforms.Compose([transforms.ToTensor()])  train\_dataset = datasets.MNIST(root='./data', train=True, transform=transform, download=True)  test\_dataset = datasets.MNIST(root='./data', train=False, transform=transform)  class SimpleNN(nn.Module):  def \_\_init\_\_(self):  super(SimpleNN, self).\_\_init\_\_()  self.fc1 = nn.Linear(28\*28, 256)  self.fc2 = nn.Linear(256, 128)  self.fc3 = nn.Linear(128, 10)    def forward(self, x):  x = x.view(-1, 28\*28)  x = torch.relu(self.fc1(x))  x = torch.relu(self.fc2(x))  x = self.fc3(x)  return x  def train\_model(batch\_size, device):  train\_loader = DataLoader(train\_dataset, batch\_size=batch\_size, shuffle=True)  model = SimpleNN().to(device)  criterion = nn.CrossEntropyLoss()  optimizer = optim.Adam(model.parameters(), lr=0.001)  start\_time = time.time()  for epoch in range(2): # only 2 epochs to compare faster  running\_loss = 0.0  correct, total = 0, 0  for images, labels in train\_loader:  images, labels = images.to(device), labels.to(device)  outputs = model(images)  loss = criterion(outputs, labels)  optimizer.zero\_grad()  loss.backward()  optimizer.step()  running\_loss += loss.item()  \_, predicted = torch.max(outputs.data, 1)  total += labels.size(0)  correct += (predicted == labels).sum().item()  acc = 100 \* correct / total  print(f"Batch {batch\_size}, Epoch {epoch+1}, Loss: {running\_loss/len(train\_loader):.4f}, Accuracy: {acc:.2f}%")  total\_time = time.time() - start\_time  gpu\_memory = torch.cuda.memory\_allocated(device) / 1024\*\*2 # MB  return total\_time, gpu\_memory, acc  device = torch.device("cuda" if torch.cuda.is\_available() else "cpu")  batch\_sizes = [16, 64, 256, 1024]  times, memories, accuracies = [], [], []  for b in batch\_sizes:  print(f"\nTraining with batch size = {b}")  t, m, a = train\_model(b, device)  times.append(t)  memories.append(m)  accuracies.append(a)  **Plot Results:**  plt.figure(figsize=(12,5))  # Plot 1: Batch Size vs Training Time  plt.subplot(1,2,1)  plt.plot(batch\_sizes, times, marker='o')  plt.title("Batch Size vs Training Time")  plt.xlabel("Batch Size")  plt.ylabel("Time (seconds)")  # Plot 2: Batch Size vs GPU Memory  plt.subplot(1,2,2)  plt.plot(batch\_sizes, memories, marker='o', color='orange')  plt.title("Batch Size vs GPU Memory Usage")  plt.xlabel("Batch Size")  plt.ylabel("Memory (MB)")  plt.show()  **Why increasing batch size improves GPU efficiency up to a point:**  Larger batches allow the GPU to process more data in parallel, maximizing CUDA core utilization.  It reduces the overhead of transferring data between CPU and GPU.  Fewer weight updates per epoch → less synchronization overhead.  However:  After a certain batch size, you hit GPU memory limits.  The diminishing returns occur because memory bandwidth and compute throughput saturate.  Very large batches can slow down convergence (less frequent updates).  **🔹 Why accuracy sometimes drops for very large batches:**  Large batches produce smoother gradients, which can lead to:  Poor generalization.  Getting stuck in sharp minima (less robust).  Small batches add stochastic noise to updates, which helps escape local minima and improves generalization. |

**Part 3: Model Complexity and GPU Utilization:**

|  |
| --- |
| **Step 1: Setup**  import torch  import torch.nn as nn  import torch.optim as optim  from torchvision import datasets, transforms  from torch.utils.data import DataLoader  import time  import matplotlib.pyplot as plt   * **Dataset**   transform = transforms.Compose([transforms.ToTensor()])  train\_dataset = datasets.MNIST(root='./data', train=True, transform=transform, download=True)  train\_loader = DataLoader(train\_dataset, batch\_size=64, shuffle=True)   * **Small Model (1–2 Layers)**   class SmallNN(nn.Module):  def \_\_init\_\_(self):  super(SmallNN, self).\_\_init\_\_()  self.fc1 = nn.Linear(28\*28, 128)  self.fc2 = nn.Linear(128, 10)  def forward(self, x):  x = x.view(-1, 28\*28)  x = torch.relu(self.fc1(x))  x = self.fc2(x)  return x   * **Medium Model (3–5 Layers)**   class MediumNN(nn.Module):  def \_\_init\_\_(self):  super(MediumNN, self).\_\_init\_\_()  self.fc1 = nn.Linear(28\*28, 512)  self.fc2 = nn.Linear(512, 256)  self.fc3 = nn.Linear(256, 128)  self.fc4 = nn.Linear(128, 10)  def forward(self, x):  x = x.view(-1, 28\*28)  x = torch.relu(self.fc1(x))  x = torch.relu(self.fc2(x))  x = torch.relu(self.fc3(x))  x = self.fc4(x)  return x   * **Large Model (CNN):**   class LargeCNN(nn.Module):  def \_\_init\_\_(self):  super(LargeCNN, self).\_\_init\_\_()  self.conv1 = nn.Conv2d(1, 32, kernel\_size=3, padding=1)  self.conv2 = nn.Conv2d(32, 64, kernel\_size=3, padding=1)  self.conv3 = nn.Conv2d(64, 128, kernel\_size=3, padding=1)  self.pool = nn.MaxPool2d(2, 2)  self.fc1 = nn.Linear(128\*3\*3, 256)  self.fc2 = nn.Linear(256, 10)  def forward(self, x):  x = torch.relu(self.conv1(x))  x = self.pool(torch.relu(self.conv2(x)))  x = self.pool(torch.relu(self.conv3(x)))  x = x.view(-1, 128\*3\*3)  x = torch.relu(self.fc1(x))  x = self.fc2(x)  return x   * **Training Function:**   def train\_model(model, device):  model = model.to(device)  criterion = nn.CrossEntropyLoss()  optimizer = optim.Adam(model.parameters(), lr=0.001)  start\_time = time.time()  torch.cuda.reset\_peak\_memory\_stats(device)  for epoch in range(2):  running\_loss, correct, total = 0.0, 0, 0  for images, labels in train\_loader:  images, labels = images.to(device), labels.to(device)  outputs = model(images)  loss = criterion(outputs, labels)  optimizer.zero\_grad()  loss.backward()  optimizer.step()  running\_loss += loss.item()  \_, predicted = torch.max(outputs.data, 1)  total += labels.size(0)  correct += (predicted == labels).sum().item()  acc = 100 \* correct / total  print(f"Epoch {epoch+1}: Loss={running\_loss/len(train\_loader):.4f}, Accuracy={acc:.2f}%")  total\_time = time.time() - start\_time  peak\_mem = torch.cuda.max\_memory\_allocated(device) / 1024\*\*2 # in MB  return total\_time, peak\_mem, acc   * **Run All Models on GPU**   device = torch.device("cuda" if torch.cuda.is\_available() else "cpu")  models = {  "Small": SmallNN(),  "Medium": MediumNN(),  "Large (CNN)": LargeCNN()  }  times, memories, accuracies = [], [], []  for name, model in models.items():  print(f"\n🔹 Training {name} Model")  t, m, a = train\_model(model, device)  times.append(t)  memories.append(m)  accuracies.append(a)   * **Plot the Results:**   plt.figure(figsize=(12,5))  # Time per model  plt.subplot(1,2,1)  plt.bar(models.keys(), times, color=['green','orange','red'])  plt.title("Model Complexity vs Training Time")  plt.ylabel("Time (seconds)")  plt.grid(True, axis='y')  # GPU Memory Usage  plt.subplot(1,2,2)  plt.bar(models.keys(), memories, color=['green','orange','red'])  plt.title("Model Complexity vs Peak GPU Memory Usage")  plt.ylabel("Memory (MB)")  plt.grid(True, axis='y')  plt.show()  **How model size affects GPU workload and training time:**  Small models use fewer parameters and simpler operations — GPU is underutilized, so training is fast but doesn’t fully use GPU compute power.  Medium models increase parallel computation, leading to better GPU utilization and moderate training time.  Large CNNs perform heavy convolution and matrix multiplications — GPU utilization peaks, memory usage is high, and training takes longer per epoch.  **How GPU compute and memory balance affect performance:**  GPUs perform best when both compute cores and memory bandwidth are used efficiently.  Small models → low GPU load (compute underused).  Very large models → may exceed memory capacity or cause memory bottlenecks.  Balanced models (medium complexity) often give the best speed–efficiency trade-off. |

**Part 4: Data Loading and Bottlenecks:**

|  |
| --- |
| import torch  import torch.nn as nn  import torch.optim as optim  from torchvision import datasets, transforms  from torch.utils.data import DataLoader  import time  import matplotlib.pyplot as plt  transform = transforms.Compose([transforms.ToTensor()])  train\_dataset = datasets.MNIST(root='./data', train=True, transform=transform, download=True)  class SimpleNN(nn.Module):  def \_\_init\_\_(self):  super(SimpleNN, self).\_\_init\_\_()  self.fc1 = nn.Linear(28\*28, 256)  self.fc2 = nn.Linear(256, 128)  self.fc3 = nn.Linear(128, 10)  def forward(self, x):  x = x.view(-1, 28\*28)  x = torch.relu(self.fc1(x))  x = torch.relu(self.fc2(x))  x = self.fc3(x)  return x  def train\_with\_num\_workers(num\_workers, device):  train\_loader = DataLoader(train\_dataset, batch\_size=128, shuffle=True, num\_workers=num\_workers)  model = SimpleNN().to(device)  criterion = nn.CrossEntropyLoss()  optimizer = optim.Adam(model.parameters(), lr=0.001)  total\_load\_time = 0  total\_train\_time = 0  start\_total = time.time()  for epoch in range(1):  for images, labels in train\_loader:  start\_load = time.time()  images, labels = images.to(device), labels.to(device)  end\_load = time.time()  total\_load\_time += (end\_load - start\_load)  outputs = model(images)  loss = criterion(outputs, labels)  optimizer.zero\_grad()  loss.backward()  optimizer.step()  total\_train\_time = time.time() - start\_total  avg\_load\_time = total\_load\_time / len(train\_loader)  print(f"num\_workers={num\_workers} → Total time: {total\_train\_time:.2f}s, Avg load time/batch: {avg\_load\_time:.4f}s")  return total\_train\_time, avg\_load\_time  device = torch.device("cuda" if torch.cuda.is\_available() else "cpu")  worker\_settings = [0, 2, 4, 8]  train\_times, load\_times = [], []  for n in worker\_settings:  print(f"\nTraining with num\_workers={n}")  total\_t, load\_t = train\_with\_num\_workers(n, device)  train\_times.append(total\_t)  load\_times.append(load\_t)  plt.figure(figsize=(12,5))  # Training Time  plt.subplot(1,2,1)  plt.plot(worker\_settings, train\_times, marker='o')  plt.title("num\_workers vs Total Training Time")  plt.xlabel("num\_workers")  plt.ylabel("Training Time (seconds)")  plt.grid(True)  # Data Loading Time  plt.subplot(1,2,2)  plt.plot(worker\_settings, load\_times, marker='o', color='orange')  plt.title("num\_workers vs Avg Data Loading Time per Batch")  plt.xlabel("num\_workers")  plt.ylabel("Data Loading Time (seconds)")  plt.grid(True)  plt.show() |

**Part 5: Mixed Precision Training (Optional, Bonus):**

|  |
| --- |
| import torch  import torch.nn as nn  import torch.optim as optim  from torchvision import datasets, transforms  from torch.utils.data import DataLoader  import time  import matplotlib.pyplot as plt  transform = transforms.Compose([transforms.ToTensor()])  train\_dataset = datasets.MNIST(root='./data', train=True, transform=transform, download=True)  test\_dataset = datasets.MNIST(root='./data', train=False, transform=transform)  train\_loader = DataLoader(train\_dataset, batch\_size=128, shuffle=True)  test\_loader = DataLoader(test\_dataset, batch\_size=128, shuffle=False)  class SimpleNN(nn.Module):  def \_\_init\_\_(self):  super(SimpleNN, self).\_\_init\_\_()  self.fc1 = nn.Linear(28\*28, 512)  self.fc2 = nn.Linear(512, 256)  self.fc3 = nn.Linear(256, 10)  def forward(self, x):  x = x.view(-1, 28\*28)  x = torch.relu(self.fc1(x))  x = torch.relu(self.fc2(x))  x = self.fc3(x)  return x  def train\_model(use\_amp=False):  device = torch.device("cuda" if torch.cuda.is\_available() else "cpu")  model = SimpleNN().to(device)  criterion = nn.CrossEntropyLoss()  optimizer = optim.Adam(model.parameters(), lr=0.001)  scaler = torch.cuda.amp.GradScaler(enabled=use\_amp)  torch.cuda.reset\_peak\_memory\_stats(device)  start\_time = time.time()  for epoch in range(2):  running\_loss, correct, total = 0.0, 0, 0  for images, labels in train\_loader:  images, labels = images.to(device), labels.to(device)  optimizer.zero\_grad()  with torch.cuda.amp.autocast(enabled=use\_amp):  outputs = model(images)  loss = criterion(outputs, labels)  scaler.scale(loss).backward()  scaler.step(optimizer)  scaler.update()  running\_loss += loss.item()  \_, predicted = torch.max(outputs.data, 1)  total += labels.size(0)  correct += (predicted == labels).sum().item()  acc = 100 \* correct / total  print(f"{'AMP' if use\_amp else 'FP32'} - Epoch {epoch+1}, Loss={running\_loss/len(train\_loader):.4f}, Acc={acc:.2f}%")  total\_time = time.time() - start\_time  peak\_mem = torch.cuda.max\_memory\_allocated(device) / 1024\*\*2 # MB  return total\_time, acc, peak\_mem  print("\nTraining WITHOUT AMP (FP32)")  fp32\_time, fp32\_acc, fp32\_mem = train\_model(use\_amp=False)  print("\nTraining WITH AMP (Mixed Precision)")  amp\_time, amp\_acc, amp\_mem = train\_model(use\_amp=True)  import pandas as pd  results = pd.DataFrame({  "Mode": ["FP32 (No AMP)", "AMP (Mixed Precision)"],  "Time per 2 Epochs (s)": [fp32\_time, amp\_time],  "Accuracy (%)": [fp32\_acc, amp\_acc],  "Peak GPU Memory (MB)": [fp32\_mem, amp\_mem]  })  print(results)  plt.figure(figsize=(8,4))  plt.bar(["FP32", "AMP"], [fp32\_time, amp\_time], color=["gray", "orange"])  plt.title("Training Speed Comparison")  plt.ylabel("Total Time (s)")  plt.grid(True, axis='y')  plt.show() |

**Discussion Questions:**

**1. What factors most affect GPU training performance (batch size, model size, precision, data pipeline)?**

GPU training performance depends on how efficiently the GPU is utilized. The key factors include:

* Batch Size:

Larger batches allow the GPU to process more data in parallel, improving utilization and throughput. However, extremely large batches may exceed memory limits or degrade accuracy.

* Model Size:

Bigger models (more layers/parameters) perform more matrix operations per step, keeping the GPU busier and better utilized. Small models underuse the GPU’s computational power.

* Precision (FP32 vs FP16):

Using Mixed Precision (FP16) reduces memory usage and speeds up computation by performing operations in lower precision while maintaining numerical stability.

* Data Pipeline (num\_workers, prefetching):

If data loading is slow (single-threaded or poorly optimized), the GPU will frequently sit idle waiting for new batches — decreasing performance.

**Why might small models not benefit much from GPU acceleration?**

* Small models have low computational demand — their operations can often be completed faster on the CPU without the overhead of transferring data to the GPU.
* GPU parallelism only helps when there’s enough work to distribute across thousands of GPU cores.
* Data transfer and kernel launch overheads can dominate when the model is tiny, leading to little or no speedup.

**3. How can you minimize GPU idle time during training?**

To ensure the GPU stays busy:

* Increase num\_workers in DataLoader to load data in parallel.
* Use pinned memory (pin\_memory=True) for faster CPU–GPU data transfer.
* Prefetch data asynchronously to overlap CPU data loading with GPU computation.
* Use larger batches if GPU memory allows, to reduce per-batch overhead.
* Optimize preprocessing (e.g., resize or augment images using GPU-based libraries like DALI).

**4. What are the trade-offs between higher batch size and model accuracy?**

|  |  |  |
| --- | --- | --- |
| **Batch Size** | **Pros** | **Cons** |
| Small | Better generalization and more gradient noise (helps escape local minima) | Slower per-epoch training, less efficient GPU use |
| Large | Faster training, stable gradient estimates | Risk of poorer generalization, needs careful learning rate tuning |

**5. Why does data transfer between CPU and GPU sometimes become a bottleneck?**

* The GPU must receive input data from the CPU’s main memory via the PCIe bus — which has limited bandwidth.
* If each batch is small or data is sent frequently, transfer latency becomes significant.
* Slow data augmentation or lack of pinned memory worsens the delay, causing the GPU to wait idly for input.
* Solution: Use pinned memory, async data loading, and keep as much data as possible on the GPU.